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Introduction

More organizations install Linux into their server rooms every day. The reasons for this vary, but those who make the switch to Linux often claim that its reliability, cost, choice, scalability, and the freedom it offers from vendor lock-in, are some of the reasons why they decided to switch. But, whatever your reasons for choosing Linux, as system administrator, you need to know what to do with these new servers.

This book gives you the knowledge you need to build, configure, and maintain servers running the LAMP (Linux, Apache, MySQL, and PHP) open source Web application platform.

In these pages, we’ll show you how to build a Linux server, and help you decide which flavour of Linux best suits your situation. You’ll learn how to set up Apache to serve Websites, use MySQL to store data, and employ PHP to build Web applications. You’ll also discover how to secure your new LAMP server, and how best to access and control it both on site, and remotely.

Everything you’ll need to build and maintain your Linux servers, and to deploy Web applications to them, is contained in these chapters. Enjoy!

Who Should Read This Book?

If you know what it’s like to be a systems administrator, but don’t know about Linux, this book is for you.

If you’re currently thinking about introducing Linux to your firm on a trial basis—perhaps to run some Websites, or because your development team keep banging on at you to let them use Apache—this book will give you the grounding you need to successfully build Linux servers and keep them running.

You and your organization can enjoy the stability and ease-of-use of a free operating system and tools that are compliant with open standards. This book will show you how.
What’s In This Book?

Chapter 1: *Building The Linux Environment*
We kick off by discussing what Linux is, and seeing how easy it is to set up a Linux server. I’ll walk you through a review of the hardware you’ll need before we choose which flavour of Linux we’ll install. In making this decision, we’ll explore the alternatives, and I’ll provide a few tips on how to ensure you make the right decision. By the chapter’s close, you’ll have installed Linux successfully on your server.

Chapter 2: *Day-to-day Usage*
This chapter explains how to run and manage your Linux server on a daily basis. In particular, we’ll discuss the key differences between Linux and Windows systems. You’ll finish up with a solid grounding in the essentials, including filesystems and layout.

Chapter 3: *The Command Line*
The command line is one of the most powerful aspects of Linux. While it’s easy to use Linux’s graphical tools—tools that allow us to achieve most of our goals—the command line gives us an extra level of control over our systems. In this chapter, we’ll identify those extra capabilities, and discuss the command line’s advantages over the GUI.

Chapter 4: *System Administration*
Linux system administrators must be comfortable with creating new users, and scheduling tasks to run unattended, as well as concepts like services and runlevels. In this chapter, we discuss the lot as we take a tour of the Linux system administrator’s toolkit.

Chapter 5: *Building The Server*
It’s time to turn our Linux server into a LAMP server as we install Apache, MySQL, and PHP. We’ll explore some of the basics of Apache itself, including how it works, and how it fits into the Linux environment. Then, you’ll see how to configure Apache on setup, how to set up secure (SSL/https) access for your Websites, and how to add MySQL and PHP to the mix.

Chapter 6: *Server Administration*
This chapter focuses on a selection of handy tools that will help you to configure your LAMP server and add new packages to it. In particular, we discuss Webmin, which facilitates the Web-based configuration of services, and yum, which helps with package installation.
Chapter 7: Remote Administration
Remote administration makes the job of the Linux system administrator much easier. In this chapter, we’ll get a feel for working with SSH—the secure shell—which allows command line access to a server across the network, and VNC, which enables you to access your LAMP server’s GUI remotely. We’ll discuss which tools are best used in particular situations, and look at some of the extra functionality that SSH offers above and beyond its primary job as a command-line shell.

Chapter 8: Occasional Administration
“Occasional Administration” encompasses those system elements that you’ll likely need to set up once, then tweak only occasionally. After an introduction to backup tools, we set up Web traffic reporting, which will help us understand the nature of the visits the server receives. We also take a close look at the log files that the system creates, and discuss how these can be used to track and manage server usage, identify errors, and more.

Chapter 9: Server Security
Security is a critical aspect of running any server, but it’s particularly important for those that offer services over the Internet. In this chapter, we set up a firewall on our LAMP server, and install intrusion detection services as a means to identify remote cracking attempts. We’ll also meet Tripwire, a security system that protects against malicious users compromising the server if they somehow manage to gain access.

Appendix A: Command Line Reference
As we step through the process of setting up your server, you’ll be introduced to a number of powerful command line tools. This appendix lists the more useful tools, and some of the options that can be used to customize their behavior.

Appendix B: Troubleshooting
Our tour concludes with some troubleshooting and an FAQ section that provides answers to common questions about Linux, Apache, and the other tools you may have installed.

Linux and Distributions
If you’re being very technical, Linux is just the operating system kernel: the bit at the very lowest level of your software that talks directly to the hardware. All the other programs—the graphical interface, the Apache Web server, MySQL,
the menus at the top of the screen—they’re all separate, open-source programs, coded by different teams of developers, and released at different times. It’s possible to build your own Linux system out of these disparate parts, but it’s a long and complicated job. Instead, various groups and companies have taken on the role of providing a Linux distribution (sometimes shortened to distro): they collect all the bits of software you need, make sure they all fit together correctly, and give them all to you in one go. There are many, many Linux distributions. Some have specialized purposes: the distributor has made sure that the distribution contains software suited to musicians, for example, or medical personnel, or security analysts, or that the distribution is designed to run directly from CD, or from a USB pen drive, or without a graphical interface. Most, though, are general: they’re designed to cover all bases.

General-purpose Distributions

Some of the most popular general distributions are Debian, Canonical’s Ubuntu Linux, Novell’s SuSE Linux Desktop, Knoppix, Linspire, and Red Hat’s Enterprise Linux and Fedora Core distributions. Some distributions contain proprietary software, and require a licence fee; others do not. Each has its merits, and each its proponents.

Debian has a very strong free-software ethos, and an excellent packaging system (apt) which has been emulated by most other distributions. Ubuntu Linux is derived from Debian, but places a much stronger focus on being a good desktop distribution. Novell’s SuSE Linux has a commercial edge to it, mixing open-source and proprietary tools; Novell is a relatively new player in the Linux sphere, but SuSE Linux has been around for some time. Red Hat Enterprise Linux also has a commercial edge, and comes in flavors tailored to desktops and servers. Development of Red Hat Enterprise Linux is in part driven by the more community spirited Fedora Core. Linspire is heavily focused on home users; like SuSE, it mixes open-source tools with proprietary software, and is oriented towards being a desktop operating system. Knoppix is slightly unusual in that it is not designed to be installed and run; instead, it comes on, and runs entirely from, a so-called “Live CD.” You can simply put the CD in and boot up to obtain all the benefits of a working Linux computer without losing or overwriting your existing system or files. It’s perfect for testing out hardware, or getting familiar with the Linux environment without taking the ultimate plunge and installing the system from scratch.
Fedora Core

In this book, we’ll be focusing on Fedora Core 4, from Red Hat. The Fedora distribution is very current, so you’ll have all the latest tools at your disposal, and boasts a very wide portfolio of compatible software. Red Hat employs many notable open-source developers to work on distributions, and Fedora receives the benefits of this work, while still remaining open-source and community-maintained. Using Fedora, you can enjoy those benefits: you’ll have the most robust, modern tools at your fingertips, while using the most popular Linux distribution available.

The Book’s Website

Located at http://www.sitepoint.com/books/linux1/, the Website that supports this book will give you access to the following facilities.

The Code Archive

One of the more powerful aspects of Linux is the scriptable command line. This book includes some scripts to help you get started with shell scripting, which can be downloaded from the book’s web site.

Updates and Errata

The Errata page on the book’s Website has the latest information about known typographical and code errors, and updates necessitated by changes to technologies.

The SitePoint Forums

While I’ve made every attempt to anticipate any questions you may have, and answer them in this book, there is no way that any book could cover everything there is to know about establishing, running, and maintaining a Linux server. If you have a question about anything in this book, the best place to go for a quick answer is http://www.sitepoint.com/forums/—SitePoint’s vibrant and knowledgeable community.
The SitePoint Newsletters

In addition to books like this one, SitePoint offers free email newsletters.

*The SitePoint Tech Times* covers the latest news, product releases, trends, tips, and techniques for all technical aspects of Web development. The long-running *SitePoint Tribune* is a biweekly digest of the business and money making aspects of the Web. Whether you’re a freelance developer looking for tips to score that dream contract, or a marketing major striving to keep abreast of changes to the major search engines, this is the newsletter for you. *The SitePoint Design View* is a monthly compilation of the best in Web design. From new CSS layout methods to subtle PhotoShop techniques, SitePoint’s chief designer shares his years of experience in its pages.

Browse the archives or sign up to any of SitePoint’s free newsletters at http://www.sitepoint.com/newsletter/.

Your Feedback

If you can’t find your answer through the forums, or you wish to contact me for any other reason, the best place to write is books@sitepoint.com. We have a well-manned email support system set up to track your inquiries, and if our support staff is unable to answer your question, they send it straight to me. Suggestions for improvement as well as notices of any mistakes you may find are especially welcome.
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Installing a Linux distribution can be both exhilarating and frustrating. My first two attempts at Linux installs—the first in 1996, the second in 1997—were unsuccessful. Installation routines and hardware support in Linux at the time were much less advanced than they are today; Red Hat was still at a relatively early stage in its evolution, Mandriva had yet to be created, and SuSE was just coming out from under the shadow of Slackware. After two failures, I simply decided that I wasn’t going to be beaten by a Linux distribution. I set my machine up in a dual-boot configuration (including both Linux and Windows partitions) with the commitment to use Windows as little as possible. Within a year, the only reason Windows remained on the machine was my wife’s lack of familiarity with Linux. Given that her computing needs were to surf the Web and read email, she, too, eventually made a smooth transition to Linux as the full-time computing platform.

We’ll talk about the dual-boot option at length in this chapter. But first, it’s important to undertake some preliminary research that will help you solve the issues you might experience during installation, whether you’re using a pure Linux system, or a dual-boot configuration.
The Necessary Research

Few things are more frustrating than a lack of hardware support, especially when you’ve become used to the quick driver installs offered by Windows. In fact, Windows comes complete with a basic set of drivers that are intended to anticipate the hardware attached to your machine. Hardware manufacturers also release driver discs for devices such as video cards, network cards and scanners for Windows machines. Developing these drivers costs the hardware manufacturers a great deal of money, so for a long time it didn’t make economic sense for hardware developers to supply drivers for Linux.

As Linux has gained market share within the server market, Linux driver development has improved markedly. Storage devices, RAID arrays, Ethernet cards—all have enjoyed increasing Linux driver development in the past few years.

In order to avoid the headache of missing drivers, it’s important to do a little research before installing your Linux distribution. While it’s unlikely that you’ll have a problem with modern distributions, you’ll still want to do the research just to avoid any hardware issues.

Most of the major distributions release **hardware compatibility lists**. These lists itemize the hardware that’s known to work with the drivers included in the distributions. Red Hat/Fedora, Mandriva, and SuSE also provide hardware mailing lists for distributions from their Websites. These lists, though, tend to rely on users to help solve hardware compatibility issues after the fact, rather than providing information for users before an installation.

Additionally, there’s an excellent compatibility list for Linux in general. It doesn’t provide quite the degree of granularity you’ll find in the manufacturer-specific lists, so it should be used as a fallback, rather than your primary source of information.

Hardware Compatibility Lists

Red Hat/Fedora

Red Hat’s major product line is Red Hat Enterprise Linux (RHEL), which is mostly based on Red Hat’s free software distribution, Fedora. Fedora is not actually maintained by Red Hat; it’s maintained by the community of Fedora developers. However, Red Hat does a lot of work on Fedora, because that work flows into RHEL.
Red Hat’s Hardware Catalog\(^1\) doesn’t extend beyond RHEL to the Fedora releases, which is something that you’ll need to remember when looking to the Red Hat site for Fedora support. The list provides information on CPUs, video cards, SCSI controllers, IDE controllers, network cards, modems, and sound cards.

**SuSE**

SuSE offers two lists: the Express Search\(^2\) and Extended Search.\(^3\) The difference between the two is that the Extended Search offers fields beyond Vendor, Device, and Category. In practice, you’re likely only to need the Express Search.

**Mandriva Linux**

The Mandriva Linux Hardware Compatibility Database\(^4\) is a very comprehensive list of hardware that has been tested by the Mandriva Linux community.

**General Linux**

The Linux Hardware Compatibility HOWTO\(^5\) is perhaps the most comprehensive of the high-level Linux links. It was begun in 1997 and is updated as often as twice annually. It provides information on all device types and all major manufacturers.

Aside from providing interesting and useful user forums, LinuxQuestions.org also provides an outstanding list of Linux-compatible hardware.\(^6\) This is the most up-to-date of the high-level Linux lists, with updates appearing daily where applicable. While it’s not as comprehensive as the HOWTO, the LinuxQuestions list is easily as important because of this timeliness.

Linux Compatible\(^7\) provides both updated lists, and forums in which users can help other users resolve existing hardware issues.

---

5. [http://www.ibiblio.org/pub/Linux/docs/HOWTO/other-formats/html_single/Hardware-HOWTO.html](http://www.ibiblio.org/pub/Linux/docs/HOWTO/other-formats/html_single/Hardware-HOWTO.html)

*Order the print version of this book to get all 300+ pages!*
Installing the Distribution

Once you have completed your preliminary hardware research, it’s time to walk through the installation process. We’ll take a look at both the graphical and text-based installers, the second of which can be useful when you’re installing Linux on a machine with limited resources. Don’t forget that, if your situation demands it, you can install Fedora Core on your server without a desktop. In any event, it’s a good idea to read through the following sections before putting the installation CD into your computer.

The Dual-Boot Option

We’ve already mentioned the dual-boot option for your server: running both Windows and Linux on the system. As I’ve mentioned, this provides a great set of “technical training wheels” as you adjust to the new capabilities and options in your Linux server. The following installation instructions will work equally well with a dual-boot configuration. However, there are a few important points to keep in mind when choosing this option.

- If you’re building your dual-boot server on a fresh box, be sure to install and configure Windows first. By default, Windows doesn’t recognize any of the native Linux filesystems. If Linux is installed first, the Windows boot loader will take over and load Windows; Linux will be there, but you won’t be able to boot into it. A Linux installation will cooperate with Windows and allow you to boot into both.

- Linux provides a means to read the FAT32 (typically used by Windows 98 and ME) or NTFS (usually used by Windows NT, 2000, and XP) filesystems. In the case of FAT32, you’ll also be able to write to the Windows partitions. If you’re using an NTFS-based Windows installation, the files on the Windows partition will be read-only.

- If you’re installing Linux on a system that already contains a Windows operating system, it may be useful to purchase a nondestructive partition management tool, such as Partition Magic. This will allow you to move the partitions on your Windows system, creating room on the drive for the Linux installation, and preserving the data that already exists on the drive.

---

8There are third-party utilities that allow Windows to read the drives of a Linux installation on the same machine, though; see http://pro.mount-everything.com/ for one commercial example.

9http://www.symantec.com/partitionmagic/
With the exception of these important points, the process of installing a dual-boot system is the same as a single OS installation.

**Graphical Installation**

Some would argue that the real rise of Linux began with the advent of graphical installers. Prior to that time, installation was a “mouseless” affair, using the keyboard arrow keys and space bar. Red Hat—the distribution upon which Fedora is based—was a pioneer in graphical Linux installation routines. Since that time, the creators have continued to refine and improve upon the process, the result being a very clean and easy-to-follow installation procedure. As you’ll see in the screen shots I’ll present throughout the rest of this chapter, installing Fedora on your new server is nearly painless!

I’ve provided screen shots for nearly every step of the process. While the procedure is easy, there are a few steps that are particularly important to a successful installation. Hopefully, the abundance of screen shots in the following discussion will help you to more easily understand the installation process.

**Obtaining Installation CDs**

There are two main ways to obtain Fedora Core installation CDs: you can download the CDs from http://fedora.redhat.com/download/ and burn them yourself, or you can buy them.

The installation CDs are downloaded as a series of ISO images, named something like `FC4-i386-disc1.iso` (FC4 means Fedora Core 4, i386 means it’s for Intel x86 processors, and disc1 means that it’s the first CD). ISO images are direct copies of an entire CD, stored in a single file. Once you’ve downloaded the images, you’ll need to burn each of them to a CD. Most CD burning programs offer a menu option to burn an ISO image; a list of instructions for the use of various popular Windows CD burning tools is also available online. If in doubt, the help files, or Websites, associated with your CD burning tool are likely to explain how to burn an ISO image onto a CD.

10 Alternatively, if you have a DVD burner, and the machine onto which you plan to install Fedora has a DVD drive, you can download the DVD image (instead of the CD images) and burn it to one DVD in the same way you’d burn a CD.

11 [http://iso.snoekonline.com/iso.htm](http://iso.snoekonline.com/iso.htm)

12 If your CD burning program cannot burn ISO images, CDBurnerXP Pro [http://www.cdburnerxp.se/](http://www.cdburnerxp.se/) is simple to use, and runs on all versions of Windows.
Buying Fedora on CD will cost you a little, but it’s quicker and easier than downloading the images if you don’t have a fast broadband connection (the four CD images total almost 2.5GB). You can buy Fedora Installation CDs from any number of vendors, most of whom will charge you little more than the cost of the blank CDs, plus postage and packing; the easiest way to find these vendors is to search the Web for “cheap Linux CDs” in your country, or ask a local Linux User Group. This may well be the best way to get hold of the CDs if this is your first time running Linux.

The Installation

To begin the installation, put the first installation CD in the CD-ROM drive and reboot the machine. If your machine is configured to boot from the CD-ROM, you’ll see the screen shown in Figure 1.1 when the machine starts.

The initial installation offers several options. You can choose to install in graphical mode by hitting Enter, or in text mode by typing linux text at the boot: prompt. Either way, the first thing the installer will do is offer to check the installation media for you. This is a good way to determine if your installation CDs have been tampered with, or have become corrupted. The process will take a little while, but I’d recommend that you do run this test.

Like any operating system, Linux requires a minimal set of hardware drivers during the installation. After testing the installation media, you’ll see lots of text scrolling down the screen—this is the initial hardware probing process in action. Red Hat helped pioneer the development of graphical Linux installers with Anaconda, Red Hat’s installation program. It includes a highly accurate probing and testing mechanism that makes the rest of the installation routine quite painless.

Once all this media testing and hardware probing is done, you’ll finally see the Welcome to Fedora Core screen. Click the Next button to get started.
Figure 1.1. The initial Fedora installation screen.

- To install or upgrade in graphical mode, press the <ENTER> key.
- To install or upgrade in text mode, type: `linux text <ENTER>`.
- Use the function keys listed below for more information.

[F1-Main] [F2-Options] [F3-General] [F4-Kernel] [F5-Rescue]
boot: _
Selecting your Language

Figure 1.2. Choosing an installation language.

Fedora is truly an international operating system: the installation screens are available in more than 30 languages. Select your native tongue from the Language Selection screen shown in Figure 1.2 and click Next.
Figure 1.3. Choosing a keyboard layout.

The number of keyboard languages available to Fedora is similar to the number of languages available through the installation screens. Select the language of your keyboard from the screen shown in Figure 1.3.
Installation Types

Figure 1.4. Choosing an installation type.

The Fedora installer offers three specialized installation types: Personal Desktop for home or office use, Workstation for development or system administration work, and Server for file, print and Web server use. There’s also a Custom option if you’d like to take complete control over the way your system is configured. As we’re setting up a Web server, select the Server option from the Installation Type screen shown in Figure 1.4, before clicking Next.

Disk Partitioning

The Fedora installer offers two partitioning methods—automatic and manual—as shown in Figure 1.5.
Automatic partitioning creates three partitions:

- The `/boot` partition is the home of the kernel: the program at the very heart of Linux. Fedora recommends a `/boot` partition of no less than 100MB, though you’ll seldom need this much.

- The swap partition is used as a fallback for memory when all of the system memory is in use.

- The `/` partition contains everything that isn’t on its own partition.

**What, no Drive Letters?**

Partitions in Linux appear differently than those in Windows. Linux partitions don’t use the drive letter designations, such as `C:`, which you may already be used to. The primary partition on Linux is labeled `/` (you’ll see how this fits into the overall partitioning layout later). Other common partitions on
a system include /boot (contains the kernel and boot loader), /home (contains user-specific files), and /var (contains program configuration and variable data). These labels are called **mount points**, and we’ll discuss them further in Chapter 4.

It’s possible to organize your system so that it’s spread over multiple partitions; for example, it’s quite common to put /var (where data, including such things as MySQL databases and Websites, live) on a separate partition. However, automatic partitioning makes things simpler, and spreading your data across different partitions doesn’t achieve very much. Some administrators strongly recommend it, but the Fedora rescue CD (also downloadable as an ISO image from the Fedora Website) will help you avoid most problems that might have been aided by splitting the data across different partitions in the past. Therefore, the default partitioning setup is usually sufficient.

**Using Disk Druid**

Fedora also offers **Disk Druid**, a graphical partitioning tool. If you’d prefer a scheme other than the default, you’ll need to use Disk Druid during the installation process. Disk Druid presents both graphical and textual representations of the partition table on your machine. To select a partition, click on the graphical drive representation (shown in Figure 1.6), or on the textual representation. In either case, you can add, edit, or delete partitions by clicking on the appropriate tool bar buttons.

If the system onto which you’re installing Linux has a previous installation of Windows (or some other operating system), you might want to manually delete the partition that contained Windows. Also, if you don’t see any space marked as “Free” in the diagram at the top of the screen, you’ll need to delete something to make room for Fedora. To do this, select the partition to delete, and click the Delete button.

**Deleting Partitions**

Once you delete a partition, there’s no way to get back the data that was on it.¹³ Delete with care!

---

¹³Well, there’s no easy way. Advanced recovery tools do exist.
Correcting an Accidental Deletion

If you accidentally mark a partition for deletion, or make some other mistake, you can set everything back to its original state by clicking the Reset button. The changes you make to the partitions won’t actually take effect until later in the installation procedure.
Click the **New** button to open the **Add Partition** dialog shown in Figure 1.7. From here, you can designate the mount point, the filesystem type, and the partition’s size in megabytes. The window also offers further size options, including the ability to create a partition with all remaining space on the drive.

Selecting the **Mount Point** drop-down will display all common partition labels (mount points) available for your server, as shown in Figure 1.8; alternatively, you can enter the mount point label manually. Bear in mind that these are the most common mount points, and are familiar to all Linux system administrators. Creating a custom mount point might confuse other administrators of your server.

Once you’ve created a partition, you can edit it by selecting the partition, then clicking the **Edit** button, which will give you almost the same options as the Add Partition dialog.
If you try to proceed past the Disk Setup screen without creating a swap partition, you’ll receive the warning shown in Figure 1.9. A swap partition in Linux serves much the same purpose as virtual memory in Windows: when the system’s memory becomes full, part of the data in memory is written to the swap partition, freeing up that memory space. When the data that was written to the swap partition is needed again, it is read back into memory. To create a swap partition, click the Add button and select swap as the File System Type.
Swap Space

A good rule of thumb to use when creating swap space on your Linux machine is to create one and a half times the size of the machine’s physical memory. For example, if you have 1GB of physical memory, create a 1.5GB swap partition.

The GRUB Boot Loader

If you have decided to go with a dual-boot install, you’ll need to set up the GRUB boot loader. GRUB is a program that will let you select from a list of installed operating systems, then makes the computer start up the selected OS. As Figure 1.10 shows, it’s pretty easy to set up. Note that you should set a boot loader password to prevent unauthorized users from gaining access to the kernel’s startup parameters.

Figure 1.10. Configuring GRUB.
Networking

After you’ve set up all of your partitions, you’ll be offered the networking options shown in Figure 1.11. Existing Ethernet cards within the machine will be denoted as ethn; if the machine has only one network card, it will be called eth0. The default configuration will be something like that displayed in Figure 1.11. The first network connection (usually eth0) will be made active, and will be automatically configured via DHCP. If the machine is on an internal network, you’ll probably be able to just leave this as the default. For a Web server that’s connected directly to the Internet, you’ll need to manually configure your static IP address and manually-configured gateway, DNS, and hostname. In this case, your ISP will be able to provide you with the IP address, gateway, and other details to use.

Figure 1.11. Configuring Fedora’s networking options.

Dynamic Host Configuration Protocol (DHCP) will be used to auto-detect your network settings to enable you to connect to the Internet, or to a private network.
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Figure 1.12. Manually configuring the Ethernet interface.

Clicking the Edit button in the Network Configuration screen will display the Edit Interface window shown in Figure 1.12. Here, you can make custom configuration adjustments such as giving the server a static IP address.

When the network device settings have been configured from the previous screen, you’re free to configure the hostname, gateway and DNS settings. Figure 1.13 shows a network device configured primarily for internal use.
Figure 1.13. A manually configured network interface.
Network Security

Figure 1.14. Setting server security options.

The Fedora Core distribution—and many of the other major distributions of Linux—strive to make configuring your network security as easy as possible. By default, Fedora turns on a firewall that blocks all traffic coming in from the network. To customize the firewall, simply select the services you want to run on this machine; alternatively, you can simply disable the firewall, which will leave the machine open and vulnerable to hacker attacks. You can also choose to enable Security Enhanced Linux (SELinux), which can help to minimize any damage caused if hackers gain control of parts of the system. Note that SELinux should not be considered an alternative to a firewall—neither the firewall, nor SELinux, makes your system completely secure, so it’s best to enable them both. For our purposes, you should only allow Remote Login and Web Server traffic through the firewall, and set Enable SELinux? to Active, as illustrated in Figure 1.14. Chapter 9 covers security in more detail.
Telnet and FTP Security

Though they’re shown as options in the Fedora security configuration screens, both telnet and FTP are widely recognized as insecure protocols. SSH is a much more secure option than telnet for accessing remote machines, as SFTP is a more secure option than FTP for transferring files. If an FTP capability is required, it’s recommended that it be set up on a different server that’s isolated as much as possible from the rest of the network.

Setting the Time Zone

Fedora offers two options for setting the time zone for your server. You can roll the mouse over the metropolitan area that’s closest to you, or you can select from an exhaustive list of cities. In either case, the chosen city will be highlighted on the map, as shown in Figure 1.15.

Figure 1.15. Setting the time zone.
Setting up the Root User

All Linux systems have an administrative account, root. This account has access to everything on the computer; it’s similar to the Administrator account in Windows systems. As the power of root in Linux is so broad, it’s critical that you make accessing the root account as difficult as possible. Choose a secure password for the root account—one that consists of both upper- and lowercase letters, as well as numbers and special characters—and enter it into the fields as shown in Figure 1.16. I would recommend that you record your root password somewhere and keep it safe: if you forget the password, it becomes very difficult to gain access to your machine should things go wrong.

Figure 1.16. Setting the root password.
Installing Software Packages

Previously, when you were asked to select an installation type (you selected from personal desktop, workstation, server, or custom), your selection determined which software package groups would be made available for selection in this screen. For your server installation, you’ll see the full range of server software offered as part of the Fedora distribution, with a few nice extras thrown in. Select each of the package groups you want to install by clicking the appropriate check boxes, as shown in Figure 1.17.

Figure 1.17. Selecting package groups.
Each package group contains a number of packages; you can see a list of these (similar to the one shown in Figure 1.18) by clicking the Details link that appears when the package group is checked. This list is made up of base packages—packages that are required for this package group—and optional packages, which you can choose to install as your needs dictate.

Through a long process of refinement, the Red Hat distributions have come to provide a full range of packages that meet nearly any common computing need. While it’s a good goal to keep a server installation to a minimum, you may find that there are some packages you just can’t do without. If you’re using Linux for the first time, it’s perfectly okay to accept the defaults; it’s easy to add packages later if you realize that something else is required, and the defaults are carefully chosen by the Fedora team to cover the needs of most people.

Of particular importance to your install are the GNOME Desktop Environment and the Server Configuration Tools, which provide a rich set of graphical tools for server configuration. The Server Configuration Tools provide the ability to configure Apache, mail servers, the boot loader, and other software critical to the configuration and operation of your server. Command line tools for accomplishing
these tasks are, for the most part, provided in the core installation, but these can be complex and difficult to use. If you intend to administer your server using graphical tools, you'll need to pick and choose carefully from this section. Since you’re setting up a LAMP (Linux, Apache, MySQL, and PHP) server, you should install the (Apache) Web Server, MySQL, and PHP at this point.

Aside from the Server Configuration Tools, Fedora provides a full range of server software, including the Apache Web server, IMAP and Postfix mail servers, Samba for sharing files with Windows machines, a DNS server, an FTP server, and others. Beware of the temptation to install too many things at this stage, though; it’s easy to install additional packages later, as required, and the more services that are installed now, the more security work you’ll need to do later on. It’s better to install only the things that you know you need now, and to add new services later, as you discover a requirement for them.

Of particular interest to your installation will be the optional Web Server packages provided in the Fedora Core distribution. These include the PHP scripting language, tools for connecting to MySQL and PostgreSQL database servers from PHP, and a full range of other software for communicating with the Apache server. If you’re building a server for a dynamic, database-driven Website, you’ll choose the pieces you need to make that possible from this section. You’re also going to require a database; if you don’t have a dedicated database server, Fedora Core 4 ships with two database packages: MySQL and PostgreSQL. MySQL is the simpler and most widely used of the two, so we’ll be focusing on it in this book.

**PHP and MySQL: Further Reading**

We’ll cover the high-level details of installing PHP and MySQL in a later chapter. However, the fine details of utilizing those packages lie outside the scope of this book. If you’re looking for a detailed reference for building a dynamic server with PHP and MySQL, check out Kevin Yank’s *Build Your Own Database Driven Website Using PHP & MySQL*[^13] (SitePoint, ISBN 0–9579218–1–0).

Other package groups in which you may be interested include the following:

- The Network Servers package group contains software for various network utility functions, such as DHCP and Kerberos.

[^13]: http://www.sitepoint.com/books/phpmysql1/

---

**Graphical Installation**
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The Development Tools package group provides the tools necessary to build packages from source code. It’s a good idea to have these tools installed, though you may not immediately see how they’ll be used.

The Administration Tools package group provides a full set of tools developed by Red Hat for server administration and configuration. You should install all of these, as they’ll help you configure your system in the way you choose. There are alternative, command line-based tools intended for experienced administrators, but the graphical tools are easier for those who aren’t experienced in Linux system administration to use.

The System Tools package group contains a variety of useful tools that allow you to monitor the traffic to your server, connect to VNC and Windows Terminal servers and much more.

As you can see, a huge number of packages are available as part of Fedora Core. The installation provides a full range of software tools for building, configuring, and administering your Web server. It’s not uncommon for budget restraints to dictate that your Web server serve more than a single purpose; if you’re under such restrictions, you’ll find the Fedora tools even more useful.

More Information, Please

As you may have noticed throughout the above series of screens, Fedora provides further information on each of the sections via the Release Notes button beneath the left window pane. This pane further serves as a help screen, providing specific details for each selected install package. Much like the brief package descriptions in the package Details screen, this pane provides a great resource for learning about your Linux system as you’re installing it. The help screens provide much more detail than the brief summaries.

“Installing, Please Wait…”

With the package selection completed, you’ve finished the heavy lifting in the installation of Fedora Linux. The remainder is to be completed by the installer itself: formatting the hard disk with the partitions you created, installing each of the packages you selected, and performing dependency checking for each of the packages.
The process of installing your server will expose you to the power of the **RPM Package Manager** (RPM) system; RPM is a format that’s used to distribute software for inclusion in Fedora Core, as well as other Linux distributions such as SuSE and Mandriva Linux. The installation of your server will occur as a series of RPM transactions, which check for dependencies and install each chosen or required piece of software.

### Dependencies Demystified

Nearly all computer software is dependent upon other pieces of software. A simple and obvious example of this is that any software running on your new server is going to depend on Linux. This relationship is called a dependency. Dependencies are engendered by the philosophy of modular software design, or building big programs from other, smaller programs. RPM investigates and handles these dependencies, checking for the existence of dependent code and noting those pieces that might be missing.

Now it’s time to make yourself a nice cup of coffee: the installation of your Fedora Linux system may take as long as 45 minutes, depending on the speed of your machine. You’ll be asked a few times during the installation to insert additional CD-ROMs and, when the installation is complete, you’ll be prompted to reboot the machine. Your new server will start by presenting a screen that displays information about the Linux distribution and kernel version.

Note that if you’ve set up a dual-boot system, a countdown will occur before the boot loader automatically starts the default operating system. The countdown time can be adjusted through the boot loader configuration. This could be important for a production Web server: should the system go down, you’ll probably want the machine to return to the network as quickly as possible.

---

16RPM was originally an acronym for Red Hat Package Manager, but was officially changed to a recursive acronym when it came into wide use outside of Red Hat. Other examples of recursive acronyms are PHP (PHP Hypertext Preprocessor) and GNU (GNU’s Not Unix).
Last Steps

Figure 1.19. The Setup Agent’s Welcome screen.

With the main installation completed, a few housekeeping items are all that remain to be done. Your Fedora server will walk through the process of loading drivers, then present you with the Setup Agent: a set of tools for configuring your system once it has been installed. The use of such tools has become a common approach among Linux distributions, with SuSE providing the YaST2 tool, and Mandriva utilizing SystemDrak. You’ll be presented with the Setup Agent’s welcome screen, shown in Figure 1.19, followed by the licence agreement. Once you’ve indicated that you agree to the licence, you’ll enter the configuration screens.

The Date and Time configuration screen provides two tabs: Date & Time and Network Time Protocol. The first tab allows you to confirm that the system clock is accurate. The second tab provides the ability to configure the Network Time Protocol (NTP) software, which can be used to synchronize your system’s clock.
with an authoritative source. Selecting **Enable Network Time Protocol** in this screen, as illustrated in Figure 1.20, will enable the NTP daemon—a program that runs in the background, periodically checking your system time against the time returned by an NTP server. Several of these servers are listed in the Server drop-down. If NTP is enabled and a server selected, the daemon will start, checking the selected server before moving on to the next Setup Agent screen.

**Figure 1.20. The Network Time Protocol tab.**

On the Display screen, you can select the type of monitor you’re using, the resolution at which you’d like to work, and the color depth. If you can’t find your monitor in the list, you can choose Generic CRT Display or Generic LCD Display.

The Setup Agent also provides a screen that allows us to configure an additional user. The user details include a Username, Full Name, and Password, as shown in

---

17A good NTP server is pool.ntp.org. This is actually a name shared by many servers, ensuring that it’s always available.
Figure 1.21. If you decide to allow network logins, you can also select that option from this screen.

**Figure 1.21. Setting up a system user.**

![System User Form]

Create User Accounts

As with Windows, it’s highly recommended that you create user accounts in addition to the main administration or root account. The root account is omnipotent; it has permissions to create, modify, and destroy any file on the system. Performing an action as root without careful forethought can have catastrophic consequences for your system. Nearly every Linux user can recount in detail the first (and likely only) time they rendered their system inoperable from the root account.

If the Fedora installer found a sound card on your system, you’ll be asked to confirm its details. You’ll also see a button with which to test it out, though, on a production Web server, this may not be necessary. There’s also an Additional
Software screen, which you can use to install any extra software you might need. You can just skip this screen for now.

Congratulations, you’ve now set up a Linux Web server! The graphical installation provides new Linux users with a manageable set of tools to get the system up and running. However, there are cases in which the text mode installation is a quicker and more efficient means to the same end. Let’s take a look at the text mode installer now.

**Text Mode Installation**

Using the text mode installer doesn’t have to be an intimidating process: it provides all the tools available in the graphical installation, and follows the same general flow and logic, but it lacks a pretty interface. You shouldn’t need to use the text-based installer unless your chosen LAMP server has less than 128MB of memory, and for the purposes of this book, the use of such a server is not recommended, as the graphical environment will run *very* slowly. Most administrators who install Linux on a machine with such little memory do not intend to use the graphical interface at all: they plan to control the machine from the command line. This is useful for experienced administrators, but it’s not a good introduction to Linux if you’re new to the operating system.

If you’ve chosen this path, you’ll need to adjust to using the keyboard, rather than the mouse, to navigate through the text screens. Navigation is accomplished primarily with three keys: **Enter**, **Tab** and the space bar. **Enter** will confirm your choices, **Tab** will allow you to move between choices, and the space bar will allow you to select options within these choices.
Figure 1.22. Beginning installation in text mode.

The text mode installation begins in a fashion similar to the graphical install. However, rather than simply pressing Enter to begin the installation, we type `linux text` at the prompt, as shown in Figure 1.22. The installation routine will load the initial set of drivers required for interaction with the monitor and keyboard, and offer to run a test of the installation media. It’s recommended that you run this test to see if your installation CDs have been tampered with.

The Welcome to Fedora Core screen is a good place to get a feel for keyboard-based navigation. Hit Tab to move between selections, highlighting the current option. Hit Enter to select the current option. Select OK and hit Enter.
Figure 1.23. Language selection in text mode.

In the Language Selection screen, shown in Figure 1.23, use the up and down arrow keys to select a language. You can also use Page Up and Page Down to scroll through the options one page at a time, or type the first letter of the language you’re looking for to be taken to the corresponding portion of the languages list. Use Tab to move to the OK button, and hit Enter.
Like the graphical installation, Fedora’s text installation offers dozens of languages both for the installation, and the keyboard, as shown in Figure 1.24.
As with the graphical installation procedure, Fedora presents a number of “canned” options for installation types, as shown in Figure 1.25: Personal Desktop, Workstation, Server, or Custom. With typical granularity, each of these options is customizable: you can add or remove items from an installation type, exactly as we saw in the graphical installation process.
Like the graphical install, the text-based install offers options for auto-partitioning (/boot, / and swap), and Disk Druid-based manual partitioning, as shown in Figure 1.26. Should you choose Disk Druid, you’ll need to navigate through the options using the keyboard. Obviously, the text-based Disk Druid doesn’t provide a graphical representation of the current disk partition layout.
The text-based Disk Druid is not quite as helpful as its graphical counterpart, as Figure 1.27 illustrates. Whereas the graphical version provides drop-down lists pre-populated with the most common mount points, you’ll need to manually enter each mount point into the Mount Point field for a successful text-based installation.

The Add Partition screen introduces a couple more text-based interface elements. The parentheses represent a set of radio buttons, or a set of options from which only one can be selected: (*) marks the selected option, while ( ) denotes an option that is not selected. The square brackets are similar, but behave more like checkboxes (i.e. more than one can be selected): [*] is a checked option, [ ] is an unchecked option.
As noted in the graphical installation, everything on your Linux system resides within the top-level / directory. In this case, we’ve chosen a boot partition for the kernel and boot code, a swap partition, and the / partition. This is depicted in Figure 1.28.
As Figure 1.29 shows, the boot loader options we saw in the graphical installation also apply to the text-based installation. If you’ve chosen to install a dual-boot system, the Windows operating system must be installed first—or already exist on the system—in order for your dual-boot system to work. For a dual-boot system, select the GRUB boot loader by tabbing to highlight the option, then pressing the space bar.
In a graphical installation, certain special options are presented in a single screen. For the sake of simplicity, the text-based installation breaks these options into separate screens, like the extra boot loader options screen shown in Figure 1.30. We’ll discuss some of the options in Chapter 3, when we review instructions for adding them to a running system. For now, let’s leave these options blank.
Figure 1.31. Boot loader password options in text mode.

The screen shown in Figure 1.31 allows us to configure a boot loader password. This password will need to be entered if you want to change advanced boot features, such as the parameters passed to the kernel on boot. As in the graphical install, you should set a boot loader password to increase the security of your Web server.
The text-based installer will show a list of all the operating systems on your machine, as Figure 1.32 shows, allowing you to select a default system. Again, this is useful only if you’ve chosen a dual-boot configuration. The selected system will boot automatically if the boot prompt times out while booting your Linux system.
Linux offers flexibility even in the location of the boot loader code, as you can see in Figure 1.33. In most cases, you’ll select the Master Boot Record (MBR) as the location of the boot loader. This is a requirement in the case of dual-boot systems.
In the network configuration screen, shown in Figure 1.34, you can determine whether the system will gain an IP address via DHCP, or will use a static IP address. You'll also determine whether the Ethernet interface will start on system boot. Anaconda has done its work behind the scenes, providing a list of all the known Ethernet interfaces installed on the system.

The text-based installation again breaks single screens from the graphical installation into multiple text-based screens. Where the graphical installation allows the selection of DHCP and hostname configuration within the single screen shown in Figure 1.13, the text-based installation provides these options in consecutive menus.
Like the graphical installation, the text-based installation gives you the opportunity to enable a firewall for your system, protecting it from outside intruders. If you choose to enable the firewall, you can specify what traffic is allowed by selecting the Customize button, which gives you the options shown in Figure 1.35. We’ll cover the details of this firewall system (iptables) later in the book.

As discussed in the graphical installer section (the section called “Network Security”), you should allow only SSH and WWW traffic to enter the system from outside. This ensures that a minimal number of ports are open, while allowing the successful operation and remote administration of your Web server.
Figure 1.36. The Security Enhanced Linux options in text mode.

Welcome to Fedora Core

Security Enhanced Linux

Security Enhanced Linux (SELinux) provides finer-grained security controls than those available in a traditional Linux system. It can be set up in a disabled state, a state which only warns about things which would be denied, or a fully active state.
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OK Back
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The next screen in the text-based installer sequence asks if you’d like to enable Security Enhanced Linux (SELinux). In the graphical installer, these options were part of the firewall options screen. This should be set to Active to enable the kernel’s security-enhanced features.
Figure 1.37. The Time Zone Selection screen in text mode.

Unlike the graphical installation, which offers a map, the text-based installation provides time zone options in a list. If you’d prefer that your system use Coordinated Universal Time (UTC), highlight and select the System clock uses UTC option. To select a specific time zone in which the server is located, use the arrow keys to highlight a time zone, then Tab to the OK button, pressing Enter to finalize the selection.
Figure 1.38. Entering the root account password in text mode.

Enter your root account password in the screen shown in Figure 1.38, bearing in mind the warnings given in the graphical installation section: create a secure password to help ensure the integrity of your Web-connected system.

Enter your root account password in the screen shown in Figure 1.38, bearing in mind the warnings given in the graphical installation section: create a secure password to help ensure the integrity of your Web-connected system.
Figure 1.39. The Package Group Selection screen in text mode.

Following a brief scan of the installation medium, the text-based installer will provide you with all the existing package groups for the selection you’ve made. In Figure 1.39, we’ve selected all the essential tools for administering and maintaining a Web server, including Apache, DNS, and SQL database servers. You can select individual packages inside each package group, as in the graphical installer, by hitting **F2** while the package group is highlighted.
Next, you will be given one last chance to opt out of your Linux installation before Anaconda takes over and starts to install Linux. If you choose to continue, Anaconda will format your hard disk and/or set up the appropriate partitions, then install Linux as you have specified.
Your selection of specific installation options will create an install image for the installation process. This image contains a list of all the RPMs and dependencies necessary to install the Linux operating system on your machine in the configuration you’ve requested. In other words, all requested and required software is copied from the CD to the hard drive in preparation for installation, as illustrated in Figure 1.41.
Figure 1.42. The Package Installation progress display.

When the actual installation begins, the installer provides several pieces of potentially useful information, as shown in Figure 1.42. First, it presents a brief summary of the package being installed. Second is the progress of that package installation in a percentage-based progress bar. The high-level view of the overall installation is provided in a second progress bar. Installation progress, in terms of the number of packages, bytes, and approximate time remaining, is also presented as text between the progress bars.

If you’ve chosen to install your system without the X Windows system and a desktop manager—in other words, if you’re installing a purely text-based system—the system will not provide the Setup Agent functionality. Instead, your first login will come in the form of a terminal screen. You’ll log in using the “root” username and the password you created earlier in the installation.

Bear in mind that System Agent prompts you to create and configure a non-root user. Without System Agent, you’ll need to perform this operation manually.
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The creation of a non-root user is just as essential on a purely text-based system as it is on a graphical system. To create a new user from the command line, you first need to be logged in as root; then, run `useradd newusername`, replacing `newusername` with the username of the new user; you will be asked for a password and some details for that new user. Then, the user will be created.

**Summary**

The installation of a Linux system requires a little more up-front research than does a Windows installation. As many Linux device drivers are created through community-based reverse-engineering, rather than by those devices’ manufacturers, it’s important to check a number of hardware compatibility lists prior to commencing the installation. This will help you ensure that drivers exist for the devices on your server.

Linux support can take many forms, the most popular being Web-based lists and forums. This approach truly represents the spirit of community in the open source world, where user experience is relied upon to provide solutions to Linux issues. All commercial Linux distributors provide some level of paid support, though the support period may vary widely from one distributor to another.

Linux systems can be installed with a full complement of graphical tools, or as a minimal text-based system. The installers follow suit, providing options to complete an installation from a graphical environment, or from a purely text-based environment.

Unlike Windows systems, the desktop environment is not inextricably bound to the operating system kernel code. Instead, the X Windows and desktop management systems are distinct systems that run in their own space. This feature of Linux allows for the creation of a fully operational, text-based system, which boasts a very small installation code base. However, most users will opt for a graphical system based on X Windows and any of a number of desktop managers.
Unlike Windows, Linux doesn’t offer a standard user interface, but provides a number of desktop environments that can be installed on top of the Linux kernel. Fedora Core comes with the KDE and GNOME desktop environments; in this book, we’ll be looking primarily at GNOME.

The GNOME Desktop

Most graphical user interfaces are fairly similar; Microsoft Windows, Mac OS, and the GNOME desktop have a lot in common. You likely won’t have much trouble finding your way around, but GNOME does do a few things differently. Here’s a brief run-down of the GNOME basics to get you up and running.
A Tour of the Desktop

Figure 2.1. The GNOME desktop.

The GNOME desktop, shown in Figure 2.1, displays a bar at the top and a bar at the bottom; in GNOME, these bars are called **panels**.

The Bottom Panel

The bottom panel offers a clickable button for each window that’s open, similar to the Windows Taskbar, as shown in Figure 2.2.

Figure 2.2. The bottom panel of the GNOME desktop.
On the right-hand side of the bottom panel is the **workspace switcher**, illustrated in Figure 2.3. A workspace (also known as a virtual desktop) is a way to organize your open windows.

As you open windows and move them around, you’ll see a little illustration of the window layout appears in the first square. If you then click on the second square, all of the windows will disappear from the screen—the windows are still open, but you can’t see them because you’ve switched to a different workspace. Click on the first square in the workspace switcher, and you’ll see that your original windows return.

You can move windows between workspaces by right-clicking on a window’s title bar and selecting a workspace from the **Move to Another Workspace** menu.

**Figure 2.3. The workspace switcher displaying in the bottom panel.**

![Workspace Switcher](image)

By default, you have four workspaces, but you can change this default in the Workspace Switcher Preferences window (right-click on the workspace switcher and select Preferences... to access this).

**The Top Panel**

The top panel is divided into three sections: the menus and “shortcut” icons are shown on the left, while the notification area appears on the right, as depicted in Figure 2.4.

**Figure 2.4. The top panel of the GNOME desktop.**

![Top Panel](image)
Top Panel Menus

**Figure 2.5. Locating Firefox through the Applications menu.**

The top panel menus give us access to everything on the computer. The Applications menu shown in Figure 2.5 categorizes all installed applications as Games, Graphics, Internet, Office, and so on. If you installed Firefox, for example, you could find it in the Internet menu.

**Figure 2.6. The Places menu.**
The Places menu depicted in Figure 2.6 lists file locations that may be useful: your home folder, your desktop, drives on the computer, and network locations.

The Desktop menu provides access to configuration—user preferences and system settings—as well as online help, screen locking, log out, and shut down options. These are shown in Figure 2.7.

**Figure 2.7. The Desktop menu.**

![Desktop menu](image)

**Top Panel Shortcut Icons**

The shortcut icons, located in the Launcher Panel next to the menus, provide quick access to common applications.

**Figure 2.8. Displaying shortcut icons in the Launcher Panel.**

![Shortcut icons](image)

By default, the icons provide shortcuts to the Web browser (Firefox) and the email client (Evolution), as well as the three main OpenOffice.org applications (word processing, spreadsheet, and presentation tool packages) if you have these installed.
Using Windows

The display of windows that comprise the GNOME GUI is similar to the user interface on the Windows platform. Figure 2.9 shows the display of a GNOME window.

Figure 2.9. A GNOME window.

If you’ve used other operating systems, you’re not going to have any trouble with GNOME’s windows.

Starting Up and Shutting Down

Because Linux is a true multi-user system, you’ll need to log into your system account before you use the system. In GNOME, the default application for handling this task is the GNOME Display Manager (GDM). The GDM login screen will open after all your system’s devices and drives have been properly mounted. You’ll log in to the system using the account name and password you created after installation.
Keep Out Of root!

It’s never advisable to log in to your system as root. Remember that root is the omnipotent account in Linux, and is capable of performing any action on the system. Those actions include deleting system-critical files, which completely disables the system, making it very difficult to recover. root access should always be used sparingly. When logging in to your system, first log in to the user account; then, if necessary, you can perform administrative tasks by switching over to root temporarily.

Remember that it’s important to shut down your Linux box gracefully, just as you would a Windows machine. This allows any buffered data to be written to the disk before the system shuts down. You can shut down either by selecting Desktop > Log Out, or through the command line. Let’s look first at the graphical tool for shutting down your machine.

Selecting Log Out from the Desktop menu, as shown in Figure 2.10, will give you the options to log out of your system account (returning you to the login screen), to reboot the machine, or to shut down the machine completely.

Figure 2.10. Linux’s logout options.
The Linux Filesystem

Drives and Partitions

If you’re used to the drive-oriented layout of Windows, the Linux filesystem structure might be a bit confusing. There is no C: drive; in fact, there are no drives as such, only partitions. To muddy the waters a little more, the partitions’ actual locations on the hard drive aren’t identified clearly. The Linux filesystem is much more abstract than that.

Let me give you an example. My workhorse machine at home, cortex, contains two physical hard drives. One is an old 40GB drive that contains the operating system and all the programs I use. The other is a new, 160GB behemoth I added later, which is partitioned into two sections. The first section contains my personal files: the photos I’ve taken with my digital camera, my MP3 collection, and few odds and ends. I leave the second section free for temporary files created by my programs.

On a Windows system, these drives would most likely be seen by both the system and the user as C:, D: and E:. Windows would be installed at C:\WINDOWS, Firefox would live in C:\Program Files\Mozilla Firefox, my digital photos would reside in a directory called D:\Photos, and so on. With Windows, the directory name is directly related to the partition, and therefore the hard disk, on which it’s stored. This concept is illustrated in Figure 2.11.

Figure 2.11. How C:, D: and E: relate to my physical hard disks.
The Linux filesystem hides this unnecessary detail from you (until, of course, you want to see it). The operating system kernel is stored in a directory called /boot/, Firefox is in /usr/lib/firefox-1.0.4/, my photos and MP3s go into directories called /home/username/photos/ and /home/username/music/, and temporary files go into a directory called /tmp/. There are no obvious signs that these directories reside in different partitions or on different hard disks.

The Linux filesystem assigns each partition a different mount point: a directory through which we access the partition. In our example, the D: in Windows is analogous to /home/tony/ on our Linux system, E: is similar to /tmp/, and C: would be /, the top of the filesystem hierarchy. This structure is depicted in Figure 2.12.

There’s no doubt that it’s confusing when you first make the transition from the physical disk-oriented view of Windows to the hierarchical filesystem of Linux. In time, however, you get over the shock and start to see the sense in viewing the system holistically, rather than as separate compartments.

**The ext3 Filesystem**

Linux is deservedly renowned for its ability to work with many different filesystems. A modern Linux distribution will read, write, and keep track of files in nearly all the Microsoft filesystems—from the original FAT through to NTFS—as well as filesystems used by Mac OS X, OS/2, and all sorts of esoteric operating systems. For Linux, it’s a simple matter of loading the appropriate kernel module.
and mounting a partition. This makes it easy to handle files written on other systems on your Linux machine. In this section, we’ll look at the filesystem that’s native to your Fedora Core server: ext3.

The ext3 filesystem is an extension of the native Linux filesystem, ext2, and is now the default filesystem for Fedora Core. ext3 extends ext2 with a journaling layer that facilitates quick system recovery, and ensures a high level of data integrity. The journal is constantly updated with notes of file actions that are pending, and those that have been completed.

Journaling protects against data corruption with speed and ease. All pending and completed operations are logged to the journal. The system checks the journal when rebooting, and completes those operations that were pending at the time of a system failure or “dirty shutdown.” This protects the consistency of the data that was buffered at the time the system went down.

Recovery time is also decreased by the use of a journaling layer. Rather than checking each file, bit by bit, for consistency, the system merely completes any pending writes noted in the journal. This reduces what was once a 20- to 30-minute reboot operation to mere seconds—an improvement that’s especially critical in an enterprise environment.

Filesystems Galore

Other Linux distributions utilize different filesystems. SuSE Linux, for example, uses the ReiserFS filesystem by default. Extensive benchmarking has shown that ReiserFS can more efficiently handle large numbers of small files than can ext3. However, we won’t have time to look at these other filesystems. If you’d like more information on the other filesystem options available for your Linux system, you can find a detailed list, descriptions and installation instructions online at Linux Gazette.¹

A Quick Tour of the Filesystem

The Linux filesystem depicted in Figure 2.13 has a different structure than you’re probably used to. Let’s look at an outline of the filesystem structure, and explore its various functions and elements.

/ (The Root Directory)

This is the top level of any Linux system, known as the root directory. Unfortunately, there’s also a directory named root. Don’t worry: we’ll explain the

¹ http://www.linuxgazette.com/issue68/dellomodarme.html
difference between these directories—and how to avoid confusion—in a
minute.

/boot
This directory contains all the files necessary to boot the operating system,
including the Linux kernel.

/bin and /sbin
These folders are similar in their contents—they both contain executable
binary files—but differ in purpose. /bin contains executables that you’re
likely to use from the command line: commands such as ls, mv, and cp, which
we’ll be looking at in Chapter 3, live in this folder. /sbin contains commands
and processes that are used by the operating system itself, so it might be best
to stay away from this folder if you’re just starting out.

/dev
These are the device files—abstractions of all the devices that are actually
in the system, as well as all devices that could be added to the system. These
files provide the operating system with a description of, and instructions for
handling, each device.

/etc
This directory contains system-specific configuration files.

As an administrator, you’re likely to spend quite a bit of time in the /etc
directory, because it contains configuration instructions for most of the ap-
plications on the system. For example, the configuration file for Apache is
located at /etc/httpd/conf/httpd.conf.

/home
This directory contains the home directories for each user of the system. For
instance, our example user has the home directory /home/kermit, and other
users on the same system have home directories /home/gonzo and
/home/fozzie. By default, Gonzo or Fozzie can’t read from or write to Ker-
mist’s files, and Kermit can’t read from or write to theirs (only the root user
has this ability).

/root (The root Directory)
This is the home directory of the root user, and is not to be confused with
the other “root directory”, /.
The `/lib` directory contains all the shared libraries that will be accessed by various applications in the system. It also contains libraries that will be used by the kernel in various system operations.

/medi
These directories serve as mount points for temporarily mounted filesystems. For example, the CD-ROM drive will be accessible from `/media/cdrom`.

/opt
This directory offers storage for packages that have been added to the system.

/tmp
This directory provides system-wide storage for temporary files.

/usr
Contains user commands and binaries, graphical interface files, include files for use in system applications, and optional source code files.

/var
The `/var` directory contains variable data files: files that may change during the operation of an application with which they’re associated, including log files and mailbox files.

Mount Points
The concept of mount points may be a bit confusing, despite their existence in every operating system, including Windows. To avoid confusion, think of mount points as containers into which the contents of a device or filesystem will be emptied. For example, `/media/cdrom` is a mount point for the contents of the CD-ROM device. Emptying the contents of the device into the mount point makes the files accessible to the system and its users. In general, devices and filesystems must be mounted—attached to a mount point—before they can be used. In a later chapter, we’ll discuss a way by which we can mount these devices and filesystems automatically in Linux.
Figure 2.13. The Linux filesystem displaying in the File Browser application.
Navigating the Filesystem

Navigating the filesystem begins on the desktop with Nautilus, GNOME’s graphical representation of the filesystem. There are two icons sitting on the desktop that act as starting points to Nautilus: Computer and username’s Home, as shown in Figure 2.14.

Figure 2.14. The desktop filesystem icons.

The Computer icon begins at the top level of the system, similar to My Computer in Windows; while the username’s Home icon begins within the current user’s home directory.

Double-clicking the Computer icon presents us with a view similar to that shown in Figure 2.15. We see the removable media attached to the computer, as well as icons representing the root of the local filesystem and any other filesystems to which we have access over the network.

Double-clicking on the Filesystem icon opens a new window displaying the root directory of the filesystem, as shown in Figure 2.16. Double-clicking any of these icons will open another window, providing a view of the contents of the chosen directory, just like Windows Explorer or Finder on a Mac.
Figure 2.15. The Computer icon’s top-level view.

Figure 2.16. Viewing the Computer icon filesystem.
Double-clicking on the *username*'s Home icon on the desktop will jump straight to the current user's home directory. To start with, the home directory will only contain one visible folder icon, Desktop, as depicted in Figure 2.17.

**Handling Linux Files**

Literally everything in a Linux system is a file, including directories, links, and so on. Even the commands are files, ranging from the simple to the extremely complex. Because of the nature of the Linux system and its files, it’s important to understand the processes of file handling and editing on your new system.

In this section, we’ll take a quick spin through the file permissions structure, get a grip on the system’s ability to link from one file to another, and explore some of the more common text editing applications for Linux. Because everything in Linux is a file, it’s very important that you understand how files are accessed and edited. These are skills you’ll find yourself using nearly every day.

**File Permissions**

Linux utilizes one of the most granular file permissions systems of any computer operating system. As we’ve already seen, that granularity is due, in part, to the fact that everything in Linux is a file. Commands, configurations, device files: all
are editable, depending upon who the editing user is, and how the permissions on the file have been set. Accordingly, it's important to understand the permissions structure and how it will affect both your and your users' interaction with system files.

At their most basic, Linux permissions are broken into three sets of permissions. These are:

**Owner (or user)** The permissions granted to the user who owns the file (usually the user who created the file).

**Group** The permissions granted to a specified group of users. Users can be added to any number of available groups, each of which can have permissions on files.

**Other** The permissions granted to anyone who isn’t the owner, or a member of a group that has permissions to access the file.

Each of these sets can grant any combination of the following, self-explanatory permissions:

- read
- write
- execute

What’s especially interesting in the Linux permissions structure is how these three sets of three permissions interact. A particular user may belong to a group that can only read a particular file, but if that user also happens to be the file’s owner, the owner permissions of the file might also grant the user access to write to the file’s contents.
Figure 2.18. Default permissions for a text file.

As an example, let’s look at the default permissions structure of a simple text file. Open the gedit application by choosing Applications > Accessories > Text Editor from the menu. Enter some text into gedit, then save the file in your home directory. Locate the file in Nautilus, right-click on the file, and select Properties. Click the Permissions tab to see the permissions that have been given to the file as shown in Figure 2.18.

Let’s take an in-depth look at this dialog.

**File owner**

This identifies the user who owns the file. By default, the owner is the user who created the file; however, a user that has sufficient privileges—root, for example—can change the file ownership details.
File group
The group of users that has access to this file: in this case, a group named kermit. When you create a user, Linux will automatically create a group with the same name as that user. This allows us to give a user access to another user’s files. For example, if we added the user gonzo to the group kermit, Gonzo would have access to Kermit’s files.

Owner, Group and Others
These checkboxes allow the actual setting of permissions. You can grant the owner, the group you’ve selected, or everyone else any combination of read, write, and/or execute permissions. That combination of three sections of three permission types results in 512 possible combinations for the permissions on this file. That’s a pretty flexible structure! We’ll look more closely at file permissions in a moment.

Special flags
Special extensions to the permissions system allow us to flag a file for special treatment by the filesystem. We won’t need to use these flags within this book.

Text view and Number view
These alternative ways of viewing file permissions will be familiar to anyone who’s dealt with file permissions via the command line.

The text view is made up of ten characters. The first indicates the file type: if the file is a directory, this character will be d; if the file is a regular file, it’ll be -. The remaining nine characters indicate the read, write, and execute permissions for the owner, the group, and everyone else. For example, -rw-rw-r-- represents a regular file with read and write permissions for the owner, read and write permissions for the group, and read-only permission for everyone else. You can see this view change as you change the checkboxes above.

The number view is a more compact view of the text view. The numbers represent, from left to right, the permissions given to the owner, the group, and to everyone else. This view, too, changes as you change your selections in the checkboxes.

Last changed
This field identifies the date and time at which the file was last changed. As this file hasn’t been reopened and modified, Linux doesn’t consider it to be changed yet. Open the file and modify it to see this date change.
Symlinks, or Linking Files: More Abstraction

Most people who have ever worked with Windows understand the concept of shortcuts. A shortcut is really a pointer from one location to a file in another area of the system. In fact, some users understand and become so obsessed with shortcuts in Windows that their desktops are eventually covered with them! The ability to launch a file from somewhere other than its real location clearly has value for computer users. And Linux offers such capabilities, too. As an administrator, you’ll find Linux’s shortcuts nearly as exciting as those in Windows.

A shortcut in Windows and a symbolic link in Linux really amount to the same thing: they’re abstractions—mere representations—of the original file. Creating a shortcut in Windows doesn’t actually move the executable file to the desktop. Similarly, in Linux, we can write for a file an abstraction that appears to be the file itself. The file doesn’t really exist in the new location, it just operates as if it does.

One important difference between the way Windows and Linux create shortcuts is that a Linux symbolic link (normally called a symlink) can be treated exactly as if it were the file for most purposes. For example, if you open a symlink in your editor, and make changes to the file, the editor will edit the actual file to which the symlink points. If you try that under Windows, you’re likely to get a surprise when the editor opens up the shortcut file for editing, rather than the file that to which the shortcut links! Symlinks are used frequently under Linux because they’re a powerful abstraction that can make it seem as if a file is in multiple places at once.

You can create a symbolic link in Nautilus by right-clicking on a file or folder, and selecting Make Link, as shown in Figure 2.19. This will create a symlink with “link to” at the start of the filename, as depicted in Figure 2.20. You can drag and drop this file anywhere, and rename it as you choose.
Figure 2.19. Creating a symlink in Nautilus.

Figure 2.20. A newly created symlink.
Editing Text Files

A reasonable command of a Linux-compatible text editor will be crucial to the success of your day-to-day administration. As most of the configuration in a Linux system is done via text files, you’d be wise to find one that works for you. In fact, Linux is replete with text editors: editors without a GUI, editors with a GUI, editors intended primarily for programmers, editors targeted at HTML developers—there’s no shortage of tools to make your administrative tasks easier. In this section, we’ll take a look at some of the GUI-based text editors that are available to you. We’ll look at some of the command line-based editors a little later.

Fedora Core provides two robust GUI text editors in the default installation: gedit and Kate. gedit is the default text editor for the GNOME desktop environment, and Kate is the default for KDE, but both will work in either desktop environment.

If you were a longtime Notepad or Wordpad user in Windows, you’ll find that many of the same features are available in Linux’s GUI text editors, plus much, much more.

gedit

gedit is GNOME’s default text editor. Pictured in Figure 2.21, it offers a full range of features, including:

- Full support for internationalized text, including UTF-8
- Tabbed multi-document interface
- Syntax highlighting
- Plugins and a plugin manager
- A complete preferences interface

In addition to these standard features, the following plugins can be added to extend the gedit application:

- Spell checker
- Insert date and time
Word count

Change case of selected text

Indent or unindent blocks of text

Ascertain the differences between two documents or files

Insert output from the command line

Markup language tag lists for common markup languages such as HTML, LaTeX, etc.

Figure 2.21. The main gedit screen, ready to edit the Apache configuration file.
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**Mind your Gs and Ks**

You’ll quickly realize that most GUI applications for Linux are written specifically for one desktop environment or another. The naming conventions for these applications remain fairly consistent, and reasonably obvious. Most applications written for the GNOME desktop environment will begin with the letter “G,” while applications written specifically for the KDE desktop environment will begin with the letter “K.”

**Kate**

The KDE counterpart to gedit is Kate, the “KDE Advanced Text Editor,” pictured in Figure 2.22. If it’s not available in the Applications menu, you can start it by selecting Applications > Run Application... and entering kate.

**Can’t Start Kate?**

The Kate text editor, originally a standalone application, is now included in the kdebase package. It’s not available as a separate download. In order to use Kate, you’ll need to have all the KDE libraries and base applications installed. To install additional applications, select Desktop > System Settings > Add/Remove Applications.

Like gedit, Kate is a multi-view editor: it will allow you to open and edit multiple documents in the same window. As well as that single, very useful feature, Kate offers a full range of other capabilities that make it a very powerful text editor. Its features include:

- Kate allows you to edit all kinds of text files, even if they’re big. Kate can open a 50MB file in a few seconds.
- Kate’s powerful syntax highlighting engine is extensible via XML files.
- The editor offers code folding capabilities for many programming languages, including: C++, C, PHP, etc.
- Kate offers split window views, allowing you to view different parts of the document simultaneously.
- Kate allows users to choose the encoding we want to use for each file via the save/open dialog.
- Kate boasts built-in terminal emulation.
Kate’s sidebar displays a list of open documents, a filesystem browser, and more.

Kate provides a handy plugin interface that allows third party plugins.

The editor provides project handling capabilities (which can be overridden by project handling plugins).

Figure 2.22. The main Kate screen, in which the Apache configuration file is being edited.
Ultimately, Kate is a bit more friendly, and offers greater flexibility for editing configuration files and writing shell scripts, than do some other editors. The syntax highlighting capabilities are unsurpassed, as Kate makes available a full range of programming languages and styles. Additionally, Kate provides such features as an open document listing (shown in Figure 2.23) and an integrated filesystem browser (Figure 2.24).

**Figure 2.23. Kate’s Documents tab.**

![Figure 2.23. Kate’s Documents tab.](image)

While Linux does provide other GUI text editing options, gedit and Kate are two of the most powerful and user-friendly on offer. Either will suit your Linux text-editing purposes well.
Summary

It takes time to understand Linux, and the first stage in the process is to find your way around what may, at first, be a slightly unfamiliar desktop. In this chapter, we’ve discussed some of the basics of Linux, Fedora, and the GNOME desktop from a user’s point of view. Next it’s time to look at what you need to know in your role as the administrator of a Linux server.
So far, our interactions with Linux have been through a pretty desktop environment, and it’s been reasonably easy for experienced Windows users to get their heads around the system. Things haven’t always been this way, though: the roots of the Linux user interface are firmly stuck in its command line.

What is the Command Line?

Unlike Windows, the GUI is completely optional in Linux. If you’re feeling particularly competent, or you have certain requirements (or very old hardware), you can run your Linux machine with no graphics at all. As Linux has evolved, a variety of GUIs have been built on top of it, but the command line remains the administrator’s best friend: a quick, easy, powerful way to perform actions that aren’t always easily available from the desktop.
Throughout this book, we’ll use the GNOME Terminal application to gain access to the command line. You can access this application from Applications > System Tools > Terminal, as shown in Figure 3.1. The terminal itself is depicted in Figure 3.2.

**Tweaking the Terminal**

The GNOME desktop environment is fully customizable—and that includes the appearance of the terminal. You can determine the font that’s used, change the foreground and background colors of the window—you can even set the level of transparency of the window itself, so that it’s possible to see the desktop image behind the window! Within the terminal, you can find these settings in Edit > Current Profile....
Let’s look at a real-life example that uses the command line to meet a specific need. Once you understand the components of the command (and the complexity of the graphical alternative), you’ll begin to understand the practical utility of the terminal and the command line.

I use this command regularly to remove from my system backups that are more than five days old. The command uses the `find` tool to search for files in the `/var/backups` directory that are more than five days old. For each file that the `find` tool locates, it runs the `rm` command: `rm` is the standard “remove file” command. Running this command regularly helps to save system storage space by deleting backups that, after five days, have become unnecessary. Of course, this command should be run in conjunction with an automated process that creates these backups every day or so.

Let’s compare the use of this command to the process of utilizing a graphical tool to accomplish the same task.
1. Reach from the keyboard for the mouse.

2. Double-click on the Computer icon on the desktop.

3. Double-click on Filesystem to get to the root directory.

4. Double-click the var folder to open it.

5. Double-click the backups folder.

6. Ensure that the resulting window displays the creation time of the files by selecting View > View as List.

7. Holding down Ctrl, select the files with a creation date older than five days.

8. Right-click and select Move to Trash from the context menu.

9. To really delete the file, return to the desktop and empty the trash by right-clicking on the Trash icon and selecting Empty Trash.

You don’t need to understand the intricacies of the Linux filesystem to see the advantage of the command line. The graphical approach involves at least nine—likely many more—mouse clicks. Rather than viewing the process of finding and deleting these files as single operation, you’re forced to break the process down into its individual components. Add to that the inefficiency of using the mouse to locate, point at, and click targets on the screen, as compared to the swift simplicity of entering commands via the keyboard, and you start to understand how the command line can be a valuable and efficient tool for system administration.

This, however, doesn’t even address the real beauty and power of the command line. You don’t believe that I actually run the rm command three times a week, do you? That would also be terribly inefficient: I’d be relying on my own porous memory to make sure that the backups were removed! In fact, most of the commands you’ll use in Linux are fully scriptable, with minimal modification. In reality, I’ve asked my system, via the cron utility (which we’ll cover in depth in Chapter 4) to execute the command three times each week. This is much like the Scheduled Tasks feature in Windows, but it’s more powerful: it can do just about anything. As you can see, an understanding of Linux commands and command line concepts is essential, even if you only open a terminal window occasionally.
Using the Command Line

When you use the Linux command line, you’re opening what can be thought of as an alternative window to the operating system—an alternative window through which you have access to much more powerful, lower level operating system functions. Graphical tools don’t provide that power. A graphical environment is merely a high-level abstraction of an operating system environment, and the icons and menus to which we’re all so accustomed provide only limited access into that environment. Those icons and menus represent operating system functions, but they’re not the actual functions. In other words, graphical interfaces provide a limited, additional layer between operator and operating system, in which a restricted range of functions are represented by pretty pictures. To administer your Web server with maximum efficiency, it’s useful to be able to work at the same level as your system.

High and Mighty, or Down and Dirty

When we talk about “high level” and “low level” functions, we imply a hierarchy of functionality. Functions of the lowest level communicate with the kernel directly, and therefore have great power and flexibility; higher level tools do more work themselves, offering more functionality and increased safety. Compare, for example, the low level `rm` command with the higher level Trash functionality in Nautilus. `rm` simply deletes a file: it’s quick and easy, but there’s no easy or guaranteed way to recover that file. Nautilus doesn’t provide you with such functionality. It insists that you move files to the Trash, effectively marking the file for potential deletion. The deletion itself doesn’t occur until you go to the desktop and empty the trash.

Logging in as root

We’ve already talked about logging into Linux as root. To do so from the GNOME terminal, you’ll enter the `su` (switch user) command.

```bash
[kermit@swinetrek ~]$ su
Password:
```

You’ll be prompted for the root password. Once you’ve entered it, you’ll gain full access to the system: computing omnipotence! Use it wisely. Although there are certain things that can only be done as root, including many of your system administration tasks, it’s important to observe good Linux hygiene: don’t remain logged in as root any longer than you need to. Every Linux administrator has a horror story of a time when, logged in as root, he or she mistyped a command.
and deleted everything on the machine (or some similar calamity). You want to avoid such disasters. Be careful, and don’t stay logged in as root if you don’t need to be. To switch back to your standard user account, use the `exit` command.

**Some Practical Examples**

Let’s look at a few examples of the command line in action.

**Orienting yourself with the `pwd` Command**

In Nautilus, we can have multiple folder windows open at once. However, when using the command line, we can only work within one directory at a time. That active directory is called the **working directory**. To find out which directory you’re currently in, use the `pwd` (print working directory) command.

```
[kermit@swinetrek ~]$ pwd
/home/kermit
```

**Home, Sweet Home**

Your home directory, `/home/username`, is often referred to as `~`. Did you notice the `~` in the command prompt? It indicates that you’re currently in your home directory. As we begin to navigate the filesystem, we’ll see this command prompt change to reflect the name of the directory in which we’re working. Thus, we won’t have to constantly enter `pwd` to find out where we are.

**Listing Files with the `ls` Command**

The `ls` (which stands for list) command, used by itself, lists the contents of the working directory.

```
[kermit@swinetrek ~]$ ls
Desktop  Hello World.txt
```

You can retrieve a list of the files in another directory by adding the directory name to the command line. For example, `ls /` will return a listing of everything in the root directory.

```
[kermit@swinetrek ~]$ ls /
bin  dev  home  lost+found  misc  net  proc  sbin  srv  tmp  var
boot  etc  lib  media  mnt  opt  root  selinux  sys  usr
```
Using `ls` by itself will show you the names of the files contained in a folder, but little more. To view all of the files’ details, we can add the `-l` option to the command, which returns a longer listing.

```
[kermit@swinetrek ~]$ ls -l
```

```
total 16
drwxr-xr-x  2 kermit kermit 4096 Sep  5 14:21 Desktop
-rw-rw-r--  1 kermit kermit   13 Sep  8 07:30 Hello World.txt
```

There’s plenty of information here.

- The first column presents the permissions for each file in the format we discussed in Chapter 2. In summary, the first character tells us whether the file is a directory; the next nine characters show whether or not read, write, and execute permissions have been granted to the owner, group, and others.

- The next column is really only useful for directories; it reflects the number of files inside a directory. For files, this number will be 1.

- The next two columns identify the owner and the group assigned to the file. In this case, they’re both `kermit`.

- The size of the file in bytes is displayed next. Here, we see that the file `Hello World.txt` is 13 bytes.

- Next, we see the date and time at which the file was last modified. In the example above, the `Desktop` directory was last modified on the September 5 at 2:21 p.m.

- Finally, we’re given the name of the file.

`ls -l` is so useful that Fedora Core includes a built-in shortcut to it: `ll`.

Your home directory will contain a number of hidden files. In Linux, we can hide a file by starting its filename with a period: if we changed the name of `Hello World.txt` to `.Hello World.txt`, it would become hidden. It’s in these hidden files that programs store user-specific configuration information. To see hidden files, use the all option (`-a`), which can be use in conjunction with the `-l` option, or as an option to `ll`.

```
[kermit@swinetrek ~]$ ll -a
```

```
total 212
drwx-------  13 kermit kermit 4096 Sep  8 09:16 .
drwxr-xr-x  5 root   root   4096 Sep  6 13:48 ..
```
At the top of this file listing appear two directories, named . and .. These are shortcuts to the current directory and the parent directory, respectively. We’ll look at these in the next section.

### Moving around the Filesystem with the cd Command

The `cd` command stands for change directory. It changes the current working directory to the one specified immediately after the command.

```
$ cd /etc/httpd/
```

Used by itself, the `cd` command returns you to your home directory.

```
$ cd
```
The commands `cd /home/kermit` and `cd ~` do the same thing. You can move to the working directory’s parent directory using the `cd ..` command.

```
[kermit@swinetrek ~]$ cd ..
[kermit@swinetrek home]$  
```

### Printing with the echo and cat Commands

The `echo` command simply sends output to the screen.

```
[kermit@swinetrek ~]$ echo "Hello, World!"
Hello, World!
```

### Escaping Special Characters

Certain characters are reserved for special use on the command line, such as `!`. However, you’ll often want to use these characters in command options or in filenames. To use these characters, you must **escape** them, that is, prefix them with a backslash (\) character. If you use spaces in filenames, you’ll need to escape the spaces when dealing with those filenames on the command line: our file `Hello World.txt` needs to be accessed as `Hello\ World.txt`.

```
[kermit@swinetrek ~]$ cat Hello\ World.txt
Hello, World!
```

### Copying and Moving Files with the cp and mv Commands

The copy command—`cp`—creates a copy of a file.

```
[kermit@swinetrek ~]$ cp Hello\ World.txt Copy.txt  
[kermit@swinetrek ~]$ ls
Desktop Hello World.txt Copy.txt
```

Here, we’ve created an exact copy of `Hello World.txt` called `Copy.txt`. We can create a copy of a file in a different directory like so:

```
[kermit@swinetrek ~]$ cp Hello\ World.txt /
> /var/backup/Hello\ World.txt
[kermit@swinetrek ~]$
```
Splitting Long Commands

Because some commands are too long for the page width of this book, I have split them into multiple lines. If you ever want to do this on the command line, you need to end each line with a space followed by a backslash (\). When you press Enter when a line that ends this way, you’ll get a > prompt to enter the rest of the command. Since you’re not writing a book, you can just type these long commands as one long line (the terminal will wrap the command to the next line automatically as you type it).

You can use cp to copy an entire directory hierarchy. The following command will create a /var/backup/kermit directory, which will contain a copy of all of kermit’s files.

```bash
[kermit@swinetrek ~]$ cp -r /home/kermit/ /var/backup/
[kermit@swinetrek ~]$
```

mv (which stands for move) moves a file from one location in the filesystem to another.

```bash
[kermit@swinetrek ~]$ mv Hello\ World.txt Moved.txt
[kermit@swinetrek ~]$
```

In the above example, the file Hello World.txt is being moved to a new file named Moved.txt in the same directory; effectively, we’re just renaming the file. Unlike the cp command, when the mv command is used, the original file is not retained in its original location. To move the file to another directory, the command could be executed like so:

```bash
[kermit@swinetrek ~]$ mv Hello\ World.txt /var/backup/
[kermit@swinetrek ~]$
```

Switching Users with the su and exit Commands

We’ve already seen that su, used by itself, logs into the root account, and prompts you for the root user password:

```bash
[kermit@swinetrek ~]$ su
Password:
[root@swinetrek kermit]#
```

What the $#?

Note the changes to the prompt when you switch over to root: the character at the end of the prompt changes from a $ to a # to indicate that you’re
logged in as root. If you were in your home directory, the current directory in the prompt would change from ~ to your old username. This indicates that you’re no longer your normal user in your home directory: you’re root in another user’s home directory. root’s home directory is /root.

To switch back to your original user, use the `exit` command:

```
[root@swinetrek kermit]# exit
exit
[kermit@swinetrek ~]$
```

You can use `su` to switch to any other user, as long as you know that user’s password.

```
[kermit@swinetrek ~]# su gonzo
Password:
[gonzo@swinetrek kermit]$
```

### Changing File Permissions with the `chmod` Command

We looked at permissions, and saw how to change them through the GUI, in Chapter 2. You can also change these permissions from the command line using the `chmod` (change mode) tool.

```
[kermit@swinetrek ~]# chmod o+w Hello World.txt
[kermit@swinetrek ~]# ll
```

```
total 16
-drwxr-xr-x  2 kermit kermit 4096 Sep  5 14:21 Desktop
-rw-rw-rw-  1 kermit kermit   13 Sep  8 07:30 Hello World.txt
```

Here, we’ve granted all other users write access to `Hello World.txt`. We told `chmod` to do this by passing `o+w` to it. Let’s take a look at what that means:

- The `o` character tells `chmod` to deal with the set of permissions for other users. This could be replaced with `u` for the user set, `g` for the group set, or `a` for all three sets.

- The `+` character tells `chmod` to grant permission. It can be changed to `-`, which will tell `chmod` to revoke permission.

- The `w` character tells `chmod` to deal with write permission. This can be changed to `r` for read permission, or `x` for execute permissions.

You can also combine these letters. For example, you can use `ug-w` to revoke write permissions for the user and group.
Deleting Files with the `rm` Command

As we’ve already seen, the `rm` command removes a file. In the example below, `rm` would remove the file `MyCopy.txt`.

```
[kermit@swinetrek ~]$ rm MyCopy.txt
[kermit@swinetrek ~]$
```

In order to remove a directory and everything inside it, we must add the “recursive” (`-r`) option to the command, like so:

```
[kermit@swinetrek ~]$ rm -r untitled\ folder
[kermit@swinetrek ~]$
```

Ordinarily, you must have write permissions to a file in order to delete it; however, if you have write permissions on the directory containing the file, you can delete files if you confirm the action. If you attempt to delete a file to which you only have read permissions, you’ll be asked if you really want to delete that file:

```
[kermit@swinetrek ~]$ rm Read\ Only.txt
rm: Remove write-protected regular file 'Read Only.txt'? y
[kermit@swinetrek ~]$
```

To force a deletion without further confirmation, add the `-f` option to the command. This can be combined with the `-r` option to delete a write-protected directory, too.

```
[kermit@swinetrek ~]$ rm -rf Read\ Only\ Folder
[kermit@swinetrek ~]$
```

**Don’t Force It!**

Use the `-f` option with the `rm` command very carefully. When logged in as root, deleting directories or files without confirmation can result in serious damage to your installation. Confirming the deletion provides a safeguard against these accidental deletions.

**Getting Help**

Possibly the most useful of all command line tools is `man`, the online manual. If you ever need to find out what a command does or what options are available, just enter `man commandname` at the command prompt.
Introducing the Shell

In the same way that we can interact with Linux graphically through a desktop environment such as GNOME or KDE, we interact with the Linux command line through a shell. We’ve been using the shell throughout this chapter; let’s now take a look at some of its more advanced features.

The default shell in Fedora Core (and, in fact, in most modern Linux systems) is bash, or the Bourne Again Shell. Bash is a modern rewrite of the original Bourne shell, sh, which was written in 1977. While other shell environments exist, such as tcsh, csh and ksh, bash has become increasingly popular due to its useful featureset. We’ll look in detail at some of those features here.

Tab Completion

One of the most useful features of many modern shells is tab completion. When a partial command or filename is entered on the command line, and the user presses the Tab key, the command or filename will be completed for you. For example, typing `cat Hello`, followed by Tab, will result in `cat Hello\ World.txt` being completed at the command line for you.

However, typing `cd /etc/ht`, followed by Tab, doesn’t immediately return anything. That’s because two directories begin with `/etc/ht`: `/etc/httpd` and `/etc/htdig`. Pressing the Tab key a second time will list the possible options:

```
[kermit@swinetrek ~]$ cd /etc/ht
httpd/  htdig/
[kermit@swinetrek ~]$ cd /etc/ht
```

We can use this list to continue typing until we’ve typed enough characters to identify a single directory; we can then press Tab again to have the filename completed.

Command History

The bash shell records a limited history of recently issued commands—up to 1000 by default. You can use the up arrow key to scroll back through the com-
mand history, and the down arrow key to scroll forward. When the desired command is found, you can execute it by pressing Enter.

To see the full history, simply enter the `history` command. All your recent commands will be displayed in chronological order, with the oldest at the top.

```
[kermit@swinetrek ~]$ history
1  pwd
2  ls
3  ls /
4  ls -l
5  ll -a
6  cd /etc/httpd/
7  cd
8  cd..
9  echo "Hello, World!"
10 cat Hello\ World.txt
11 cp Hello\ World.txt Copy.txt
12 cp Hello\ World.txt /var/backup/Hello\ World.txt
13 cp -r /home/kermit/ /var/backup/
14 mv Hello\ World.txt Moved.txt
15 mv Moved.txt /var/backup/
16 su
17 su gonzo
18 chmod o+w Hello\ World.txt
19 ll
20 chmod ug-w Hello\ World.txt
21 rm Copy.txt
22 rm -r untitled\ folder
23 rm Read\ Only.txt
24 rm -rf Read\ Only\ Folder
```

This history is also searchable. Hitting Ctrl-R will change the prompt to `(reverse-i-search)`; now, try typing part of one of the commands in your history. The shell will find within the history the most recent command that contains the entered string, and display it. Just hit Enter to execute it, or Esc to return to the normal prompt. In the example below, I’ve entered Hello and found the last command that involved the file Hello World.txt.

```
(reverse-i-search)\Hello\': chmod ug-w Hello\ World.txt
```

Some built-in history shortcuts can further maximize the efficiency with which you utilize the shell history. The `!!` command will execute the last command in the history file. For example, if the last command entered was `ll`, `!!` would re-run that command.
Programming the Shell

The shell itself can be quite a powerful little programming language. It supports looping, branching, variables—everything that constitutes a worthwhile programming environment. These shell programs, called shell scripts, are just text files on which execute permissions are set. The text files contain commands just like those you'd type on the command line:

```bash
#!/bin/sh
echo "Hello, World!"
```

The output of this script is exactly as you’d expect:

```
Hello, World!
```

Let’s take a look at some of the shell’s more programming language-like features. First, we’ll create a new variable in the shell and print its value.

```
[kermit@swinetrek ~]$ COUNTER=0
[kermit@swinetrek ~]$ echo $COUNTER
0
```

Once the variable COUNTER is created, it’s there until you close the terminal window. The value of the variable may change, as you’ll see, but the variable itself remains until the terminal session is ended. This is true of any declared shell variable.

If we use the increment operator (++) to increment the value of COUNTER, then echo it again, you’ll see that the shell does, in fact, track the values of these variables:
Let’s build a simple script, called `counter_test.sh`, that will keep on counting until we tell it to stop by pressing Ctrl-C.

**Sorry to Interrupt...**

You can abort any process on the command line by pressing Ctrl-C. This is referred to as sending the program an interrupt signal.

This same keyboard shortcut will throw away a command and start you on a new, blank prompt if you’re not happy with what you’ve typed.

The first line of any shell script is what’s commonly referred to as the shebang: a pound sign, followed by an exclamation point, followed by the path to the shell.

```
#!/bin/sh
```

Every shell script must begin with this line. The next line of our script will set a value for the `COUNTER` variable:

```
COUNTER=0
```

In other words, we’re starting the counter at zero. Next, we’ll add a loop to the program. We’ll make it an infinite loop, so the user will have to send an interrupt signal to quit the program.

```
while true;
do
    # contents of loop go here
done
```

Now all we need to do is define just what it is that the shell is going to do as long as the condition is true: print the value of `COUNTER`, increment `COUNTER`, and wait for one second:

```
while true;
do
    echo $COUNTER
    sleep 1
done
```

---

1 `/bin/sh` is a standard shortcut to the shell program on Linux systems. Usually, this file is just a link to the actual shell program (e.g. `/bin/bash`), but using the standard name ensures that you script will still work on a system that uses a different shell.
If you’re following along closely, you’ll already know what we’ll see on the screen: a count up from 0. Here’s the script in its entirety:

```bash
#!/bin/sh
COUNTER=0
while true;
do
echo $COUNTER
let COUNTER++
sleep 1;
done
```

We’ve created a good shell script, but we still have one loose end to tie up before we can run it. For our script to execute, we need to set the appropriate permissions.

```
[kermit@swinetrek ~]$ chmod u+x counter_test.sh
[kermit@swinetrek ~]$
```

Now we can run the script:

```
[kermit@swinetrek ~]$ ./counter_test.sh
0
1
2
3
4
```

This tells the shell to execute a file named `counter_test.sh` within the current working directory. You should see the screen start to count from zero, pausing for a second between increments. **Ctrl-C** will stop the counting.

That’s but a small taste of the process of writing a shell script. Remember, as well, that shell scripts can access most of the single commands you’ll utilize in your day-to-day Linux use. A script that elegantly combines these tasks into a single executable file can be a thing of beauty and a real time-saver.

If you’ve had previous programming experience, you’re likely to find the shell a bit lightweight for programming purposes. Clearly, the shell isn’t a powerful development environment. If it doesn’t meet your needs, you should probably begin...
to dig more deeply into powerful scripting languages like Perl. Shell scripts, however, have the advantage of being a good hacker’s tool. They’re quick, they can accomplish many of the daily administrative tasks you’ll face in Linux, and many pieces of each script can be tested directly in the shell prior to being rolled into a script.

Further exploration of the possibilities of shell scripting can be found in the detailed online tutorial *A Quick Guide to Writing Scripts Using the Bash Shell.*

**The PATH Environment Variable**

Now, remember that all of the command line tools are binary files located somewhere in the filesystem: the *ls* command, for example, actually lives in the directory `/bin`. But how does the shell know to find `/bin/ls` when you type `ls` at the command prompt?

The shell looks through all the directories listed in its built-in PATH variable, in search of a file that has the same name as the command you’re after. The PATH environment variable for a default Fedora Core installation will look something like this:

```
[kermit@swinetrek ~]$ echo $PATH
/usr/kerberos/bin:/usr/local/bin:/usr/bin:/bin:/usr/X11R6/bin
```

So when you type the *ls* command, the shell would first look for an executable file `/usr/kerberos/bin/ls`, without success. Is there a `/usr/local/bin/ls`? No. What about a `/usr/bin/ls`? Sorry. How about a `/bin/ls`? Bingo!

Remember that, when we ran our *counter_test.sh* script, we needed to prefix the script filename with `./` to tell the shell that the executable file was in the working directory. If we were to add this directory to the PATH variable, we could simply enter `counter_test.sh` to run this script regardless of the working directory.

Built-in variables such as PATH are known as environment variables. These are the variables that describe the environment in which a process is running. Examples of other environment variables are HOME, which contains the path of the user’s home directory, and MAIL, which is the name of the file that stores the user’s email. Environment variables work just like normal shell variables, except they can be accessed by programs that are launched from the shell too.

---

2 [http://pegasus.rutgers.edu/~elflord/ux/bash-tute.html](http://pegasus.rutgers.edu/~elflord/ux/bash-tute.html)
To set or modify an environment variable, you must use the `export` command:

```
[kermit@swinetrek ~]$ export PATH=$PATH:/home/kermit
[kermit@swinetrek ~]$ echo $PATH
/usr/kerberos/bin:/usr/local/bin:/usr/bin:/bin:/usr/X11R6/bin
:/home/kermit/bin:/home/kermit
```

Note how we’ve used the `PATH` environment variable’s existing value (`$PATH`) in specifying its new value. This technique allows us to tack an additional directory onto the end of the existing `PATH`. You can see that the `/home/kermit` directory has been added to the `PATH` variable. You should now be able to run `counter_test.sh` as easily as you’d run `ls`.

```
[kermit@swinetrek ~]$ counter_test.sh
0
1
2
3
4
```

Setting the `PATH` environment variable in this way will allow you to run a shell script from any directory for the remainder of this terminal session, but the modified `PATH` will be lost as soon as you exit the terminal. In Chapter 4, we’ll see how to modify the default `PATH` used whenever a new shell is launched.

**Summary**

As useful as it is, the Linux command line can seem pretty cryptic when you first open a terminal. There is logic to the commands, but it will likely take a bit of experimentation before you feel comfortable with them. In order to set you on the right path, we’ve laid out some of the most common terminal commands, and explained their use in your Linux system, in Appendix A.

It’s possible to use a Linux system without going anywhere near the command line. If you do so, however, you’ll forego accessing the true power of the operating system. Linux’s roots lie in the command line interface. Certainly, you can use the terminal to achieve tasks more efficiently than would be possible using the graphical interface, but, even more importantly, the command line allows you to execute tasks that would be impossible to complete via the gui.

In a discussion on the intuitiveness of interfaces in the `comp.os.linux.misc` newsgroup, Mark van Hoeij wrote “How do I type `for i in *.dvi do xdvi i done` in a GUI?”, and his point is a valid one; the command line lets you do
things easily that the GUI does not. Mastery of the command line is a big step on the ladder to achieving status as a Linux guru.
So far, we’ve looked at installing Linux, and we’ve become reasonably comfortable with both the graphical and the command line interfaces. Now, it’s time to delve a little deeper into administrating our Linux Web server.

Creating New Users and Groups

The concepts of users and groups are important in Linux and, as an administrator, you’ll surely find the need to add new users as you become more comfortable with the system, or begin to share some of your server’s administrative duties. As with other tasks, you can add new users with either a graphical or text-based interface.
The User Manager Tool

Figure 4.1. Opening the User Manager.

In Fedora Core, user and group management tasks are handled by the User Manager tool, which you can start by selecting Desktop > System Settings > Users and Groups, as depicted in Figure 4.1.

Getting Authorized

System Administration tools will often require root access. When they do, GNOME will prompt you for the root password via the dialog shown in Figure 4.2.
Figure 4.2. GNOME displaying a prompt for the root password.

Provided you enter the password correctly, you'll become authorized to perform system configuration actions as root without having to re-enter the root password. That authorization is signified by the badge icon in the top right panel, like that shown in Figure 4.3. Once you're done making configuration changes, you can end this authorization by clicking on the badge icon, then clicking the Forget Authorization button on the dialog that appears. The badge icon should then disappear.

Figure 4.3. Displaying the authorization badge.
Managing Users

**Figure 4.4. The user listing.**

The User Manager, shown in Figure 4.4, displays all the user accounts that currently exist on your system. It also displays for each user the User ID number, the group to which that user belongs, the user’s full name (optional), the user’s default shell, and the home directory. To add a user, click Add User. The dialog shown in Figure 4.5 will appear.

As you can see in Figure 4.5, a Fedora administrator has plenty of options to consider when adding a new user. These include defining the home directory, creating a private group for the user, manually assigning a user ID, and selecting the user’s shell. While the defaults are perfectly acceptable in most cases, the process is very flexible and caters well for unusual cases.

Managing Groups

Users within a Linux system may be consolidated into groups, which can ease the management of file permissions for groups of users. You might, for example, create a “developers” group, into which you’ll add all the Web developers who create code for your server. You’d give that group appropriate permissions to the files of your Web application, providing each developer the ability to edit those files without allowing ordinary users access to them.
To add a new group, select Add Group from the User Manager window. The dialog shown in Figure 4.6 will appear.

First, you’ll need to name the group. In our example, you might, for instance, name the group “Developers.” You can also accept the pre-assigned group ID, or
GID (500, in this case), or check the Specify group ID manually checkbox to manually assign the group a group ID.¹

To view the current groups, and add a user to an existing group, select the Groups tab in the User Manager window, as illustrated in Figure 4.7.

Figure 4.7. The User Manager’s Groups tab.

There are two methods by which we can add a user to a group. The first is to select a group in the User Manager and click the Properties button. In the dialog that appears, select the Group Users tab to see a list of users you can add to this group, as shown in Figure 4.8.

Ensure that you’ve checked all of the users you’d like to include as members of this group, and click OK.

The other way we can add a user to a group is via the User Manager’s Users view. In the User Manager, click on the Users tab, select the user you’d like to add to a group, and click Properties. Clicking the Groups tab displays a list of all of the groups of which this user can become part, as shown in Figure 4.9.

Deleting a user or group within the User Manager window is as easy as creating one. Simply highlight the user or group, then click the Delete button in the User Manager window’s toolbar.

¹You’ll almost always want to accept the pre-assigned ID, because it doesn’t matter what a group’s ID is, except in very rare cases. If you come across one of those rare cases, you’ll know why you want a specific ID; otherwise, accept the suggestion.
Figure 4.8. Adding users to a group.

Figure 4.9. Adding a user to groups.
Managing Users from the Command Line

Creating Users and Groups with useradd and groupadd

To add users and groups from the command line, we use the groupadd and useradd commands.

Using .bashrc

Unfortunately, you can’t use groupadd or useradd as easily as you might use ls in the default installation of Fedora Core. The groupadd and useradd tools are located in the directory /usr/sbin, which isn’t part of the default PATH. To add this directory to the PATH variable, enter export PATH=$PATH:/usr/sbin at the command prompt, as we discussed in Chapter 3. This will only take effect for the current shell session; as soon as you close the terminal window, this value will disappear.

Figure 4.10. Opening .bashrc in gedit.
If you’d rather have this command run automatically every time you start the shell, you can add the command to `.bashrc`, a hidden file that’s automatically executed every time you start up the bash shell. To open this file in gedit, select File > Open.... In the Open File... dialog, right-click in the area in which the files are listed, and click Show Hidden Files, as depicted in Figure 4.10.

Locate `.bashrc` and open it. Add the `export` command to the end of the file, as shown below.

```bash
# .bashrc
# User specific aliases and functions
# Source global definitions
if [ -f /etc/bashrc ]; then
  . /etc/bashrc
fi
export PATH=$PATH:/usr/sbin
```

The next time you open a terminal window, this command will be executed automatically. Note that this won’t affect any shells you have open at the moment—you’ll need to close and reopen them in order for the command to execute.

Let’s look at an example of these commands, which we’ll run as root.

```
[kermit@swinetrek ~]$ su
Password:
[root@swinetrek kermit]# groupadd muppets
[root@swinetrek kermit]# useradd -G muppets -c "Miss Piggy" misspiggy
[root@swinetrek kermit]# passwd misspiggy
Changing password for user misspiggy.
New UNIX password:
Retype new UNIX password:
passwd: all authentication tokens updated successfully.
[root@swinetrek kermit]# exit
[kermit@swinetrek ~]$
```

In this example, we can see that the `groupadd` command has been used to create a group called “muppets.” Remember that `groupadd` is located in `/usr/sbin`, so you might need to enter `/usr/sbin/groupadd` instead.
Next, we use the `useradd` command to create a user called “misspiggy,” and add her to the “muppets” group (as specified by the `-G` option) with the full name “Miss Piggy” (as specified by the `-c` option). When a user is created using `useradd`, that user’s password is locked; we need to change it in order to unlock it. To do so, we use the `passwd` tool.

### Deleting Users and Groups with `userdel` and `groupdel`

You can delete users and groups using the `userdel` and `groupdel` commands. Note that `userdel` will leave the users’ home directory intact; you might want to delete this directory while you’re logged in as root:

```
[kermit@swinetrek ~]$ su
Password:
[root@swinetrek kermit]# groupdel muppets
[root@swinetrek kermit]# userdel misspiggy
[root@swinetrek kermit]# rm -rf /home/misspiggy/
[root@swinetrek kermit]# exit
```

### Mounting and Filesystems

We briefly touched on the concepts of devices, mount points and filesystems in Chapter 2. In Linux, when we insert removable media of any kind, we need to mount the filesystem stored on that media device. This concept is fairly unfamiliar to Windows users, but once you get the hang of it, it becomes second nature. In fact, Windows does the same thing; the difference is simply that the Windows operating system automates the mounting process, so users are usually unaware that it takes place. Nautilus largely automates this process, too, but it’s still important for system administrators to know how devices are mounted, and how mounting is accomplished from the command line.

### Mounting a Filesystem with the `mount` Command

Let’s look at the process of mounting a floppy disk from the command line:

```
[kermit@swinetrek ~]$ su
Password:
[root@swinetrek kermit]# mount -t vfat /dev/fd0 /media/floppy
[root@swinetrek kermit]# exit
```
The `mount` command loads a device’s filesystem into our server’s filesystem. In this case, the device is the floppy disk drive (`/dev/fd0`), and that device’s filesystem is loaded into `/media/floppy`—the mount point. We also need to tell Linux what kind of filesystem is can expect to find on the device. In this case, we’re using a disk formatted as FAT32, and we’ve specified this with `-t vfat`.

Let’s take a closer look at what’s going on here. We’re using a floppy disk from an old Windows machine; a couple of directories are stored on the disk, as shown in Figure 4.11.

**Figure 4.11.** Viewing the floppy disk’s filesystem in Windows.

As we saw in Chapter 2, there is no `A:` drive in Linux; removable media devices appear as part of the filesystem within the `/media` directory. So, when we mount the floppy disk, it appears inside the `/media/floppy` directory, as depicted in Figure 4.12.

**Figure 4.12.** The floppy disk’s filesystem displaying as part of the Linux filesystem.
Unmounting a Filesystem with the `umount` Command

Before removing the floppy disk, we should unmount it, thereby removing it from the filesystem. We can do so using the `umount` command—note the missing “n”—as shown below.

```
[kermit@swinetrek ~]$ umount /media/floppy
[kermit@swinetrek ~]$
```

For some devices, the unmounting process is very important. A floppy disk is a good example of this. It can take a long time to save a file to a floppy disk; the unmounting process ensures that any programs that are writing to the disk complete their writes before the device is removed.

The Filesystem Table (`fstab`) File

Many of the configuration options for your server’s filesystem are contained in a single text file, `/etc/fstab`. As this file is critical to the operation of your system, the file is owned by root and only root can write to the file. That ownership and permissions structure prevents any potentially catastrophic alteration to, or deletion of the file by non-root users. It’s strongly advised that you refrain from adjusting these permissions, and treat the file with the respect it deserves when logged in as root.

Editing Read-only Files

There are numerous ways to edit a text file as root. Perhaps the easiest is to launch your preferred text editor from the command line after switching to the root user. The text editor will run as if you were logged in as root, but GNOME will insist on returning to the terminal an ugly looking warning message:

```
[kermit@swinetrek ~]$ su
Password:
[root@swinetrek kermit]# gedit /etc/fstab

(edit:2066): GnomeUI-WARNING **: While connecting to session manager: Authentication Rejected, reason : None of the authentication protocols specified are supported and host-based authentication failed.
```
There’s absolutely no problem with using this approach to edit files. Kate, gedit, or the text editor of your choice will run without a problem. However, if you’d prefer to get rid of this warning, Bruce Wolk suggested the following script as a solution in the newsgroup linux.redhat.

```
#!/bin/sh

if [ $# -lt 1 ]; then
    echo "usage: `basename $0` command" >&2
    exit 2
fi

su - -c "exec env DISPLAY='$DISPLAY' \"XAUTHORITY='${XAUTHORITY-$HOME/.Xauthority}' \""$SHELL" -c '$*'
```

Save this file as xroot.sh in a directory named bin inside your home directory. You’ll probably need to create this directory yourself, and you’ll also need to give yourself execute permissions on this file. You can do so by running `chmod u+x ~/bin/xroot.sh`, or by changing the file’s permissions in Nautilus.

Because `/home/username/bin` is automatically included in the PATH environment variable, you should be able to run this from the command line simply by typing `xroot.sh`.

```
[kermit@swinetrek ~]$ xroot.sh gedit
Password:
```

`fstab`, which is an abbreviation of “filesystem table,” provides instructions to the operating system as to where devices should be mounted.

The `/etc/fstab` file will appear similar to the following:

```
# This file is edited by fstab-sync - see 'man fstab-sync' for # details
/dev/VolGroup00/LogVol00 / ext3 defaults 1 1
LABEL=/boot /boot ext3 defaults 1 2
/dev/pts /dev/pts devpts gid=5,mode=620 0 0
/dev/shm /dev/shm tmpfs defaults 0 0
/dev/proc /proc proc defaults 0 0
/dev/sys /sys sysfs defaults 0 0
/dev/VolGroup00/LogVol01 swap swap defaults 0 0
/dev/fd0 /media/floppy auto pamconsole,exec,
```
Comments

In most Linux configuration files, lines that start with # are comment lines, and are ignored by the operating system.

Each line of /etc/fstab contains five fields which, together, specify the configuration of a single device. Let’s look at what each field means.

1. The first element specifies the device.

The second line, which starts with LABEL=/boot, is a special case—the label /boot is defined elsewhere in the system. You can treat this as a synonym for /dev/hda1.

2. The second item identifies the mount point for the device. The last two lines—/media/floppy and /media/cdrom—define the mount points for /dev/fd0 (the floppy disk drive) and /dev/hdc (the CD-ROM drive).

The first line, which deals with the device /dev/VolGroup00/LogVol00 (this is the first partition on the first hard disk), tells the system to mount this disk as the root of the filesystem.

3. The third element defines the type of filesystem Linux should expect. Here we can see that /dev/VolGroup00/LogVol00 has an ext3 filesystem.

4. The fourth element lists mounting options for the device and the filesystem. Available options include:

   auto  This device should be mounted automatically when the system is started.

   noauto  This device should not be mounted automatically when the system is started.

   owner  The device and filesystem may only be mounted by the owner of the device file.

   kudzu  The device will be checked for changes by the Red Hat kudzu system.
**The Filesystem Table (fstab) File**

<table>
<thead>
<tr>
<th>Option</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>rw</td>
<td>The filesystem will provide read and write access.</td>
</tr>
<tr>
<td>ro</td>
<td>The filesystem will provide read only access.</td>
</tr>
</tbody>
</table>

There are several other options for mounting devices and filesystems, as you can see in the default **fstab** file, but these are the ones in which we’re interested. In our example, many of the options are set to **defaults**. In a Fedora Core system, this is equivalent to `auto,owner,kudzu,rw`.

5. The fifth column is used by the **dump** backup utility to determine if this filesystem should be included in its backups—the 0 value tells **dump** to ignore this filesystem for backup purposes.

6. The final column indicates whether the filesystem should be checked with the **fsck** (filesystem check) utility. ext3 filesystems very rarely benefit from such a check. If you do want to perform such checks, you should number the filesystems in the order in which you’d like them checked—1 for the first, 2 for the second, and so on.

With a correctly formatted **fstab** file, using the **mount** command becomes much easier:

```
[kermit@swinetrek ~]$ su
Password:
[root@swinetrek kermit]# mount /media/floppy
[root@swinetrek kermit]# exit
[kermit@swinetrek ~]$ exit
```

Here, we’ve specified only the mount point. **mount** is able to look in **fstab** to identify the device to which this mount point relates.

Whether or not you will be able to mount the device as a normal user depends upon the options noted in **fstab**, and the permissions on the device file. If the mount point is owned by root, and you attempt to mount a device on it as a normal user, you’ll be presented with a **Permission denied** error.

**Making a Mount Point**

Until now, we’ve only talked about Fedora Core’s conventions for mount points. Other Linux systems use different conventions, in order to make the mount point name slightly more recognizable. SuSE, for example, creates a `/floppy` mount point when the system is installed, as opposed to Fedora’s `/media/floppy`. The
fact that other distributions can use different conventions should tell you that
the naming of mount points is not standard, nor should it be. Remember that a
mount point is merely another directory on the system. If you’re confused by
the convention employed by the distribution you’re using, use the convention
you prefer.

For example, you can use the SuSE convention mentioned above on your Fedora
system:

```
[kermit@swinetrek ~]$ su
Password:
[root@swinetrek kermit]# mkdir /floppy
[root@swinetrek kermit]# exit
[kermit@swinetrek ~]$ mount -t vfat /dev/fd0 /floppy
[kermit@swinetrek ~]$ exit
[kermit@swinetrek ~]$ mount -t vfat /dev/fd0 /floppy
```

Here, we’ve mounted the floppy disk’s filesystem at a new mount point: /floppy.
We can edit `/etc/fstab` to make this change more permanent.

```
# This file is edited by fstab-sync - see 'man fstab-sync' for
details
/dev/VolGroup00/LogVol00 / ext3 defaults 1 1
LABEL=/boot /boot ext3 defaults 1 2
/dev/devpts /dev/pts devpts gid=5,mode=620 0 0
/dev/shm /dev/shm tmpfs defaults 0 0
/dev/proc /proc proc defaults 0 0
/dev/sys /sys sysfs defaults 0 0
/dev/VolGroup00/LogVol01 swap swap swap defaults 0 0
/dev/fd0 /floppy auto pamconsole,exec,
           noauto,managed 0 0
/dev/hdc /media/cdrom auto pamconsole,exec,
           noauto,managed 0 0
```

We can now mount a floppy disk by just entering `mount /floppy`.

### Automatically Mounting Filesystems

We can use the `auto` option in `/etc/fstab` to make the mounting process automatic
for some devices. To mount a CD-ROM automatically once it’s inserted, change
the options listed for `/dev/hdc` from `noauto` to `auto`. 
# This file is edited by fstab-sync - see 'man fstab-sync' for details

<table>
<thead>
<tr>
<th>Device Path</th>
<th>Mount Point</th>
<th>Filesystem</th>
<th>Options</th>
<th>Flags</th>
</tr>
</thead>
<tbody>
<tr>
<td>/dev/VolGroup00/LogVol01</td>
<td>/</td>
<td>ext3</td>
<td>defaults</td>
<td>1 1</td>
</tr>
<tr>
<td>LABEL=/boot</td>
<td>/boot</td>
<td>ext3</td>
<td>defaults</td>
<td>1 2</td>
</tr>
<tr>
<td>/dev/pts</td>
<td>/dev/pts</td>
<td>devpts</td>
<td>gid=5,mode=620</td>
<td>0 0</td>
</tr>
<tr>
<td>/dev/shm</td>
<td>/dev/shm</td>
<td>tmpfs</td>
<td>defaults</td>
<td>0 0</td>
</tr>
<tr>
<td>/dev/proc</td>
<td>/proc</td>
<td>proc</td>
<td>defaults</td>
<td>0 0</td>
</tr>
<tr>
<td>/dev/sys</td>
<td>/sys</td>
<td>sysfs</td>
<td>defaults</td>
<td>0 0</td>
</tr>
<tr>
<td>/dev/VolGroup00/LogVol01</td>
<td>swap</td>
<td>swap</td>
<td>defaults</td>
<td>0 0</td>
</tr>
<tr>
<td>/dev/fd0</td>
<td>/media/floppy</td>
<td>auto</td>
<td>pamconsole,exec, noauto,managed</td>
<td>0 0</td>
</tr>
<tr>
<td>/dev/hdc</td>
<td>/media/cdrom</td>
<td>auto</td>
<td>pamconsole,exec,</td>
<td></td>
</tr>
</tbody>
</table>

Now, whenever you insert a CD-ROM, it will be mounted automatically.

## Services

Like every modern operating system, Linux has quite a bit going on in the background. If you’re an average computer user—on a Linux, Mac, or Windows system—you’ll rarely have a compelling reason to interact with these background tasks. Most of the time, you won’t even realize they’re there. The tasks execute on their own and, provided you stay out of their way, they’ll stay out of yours. Even as an administrator, you’re not likely to need to do much more than start, stop, or restart these services. But don’t let the lack of direct contact fool you: these services are critical to the operation of your system.

Linux’s system services are generally referred to as **daemons**. They’re applications that run in the background, providing such critical functionality as file and printer sharing, power management, automatic task scheduling, and system logging. For example, your Web server will be running **httpd**, the HTTP daemon that lies at the heart of Apache. If you make use of MySQL, you’ll also need to run the MySQL daemon, **mysqld**.
The Service Configuration Tool

Figure 4.13. The Service Configuration tool.

The Service Configuration tool, which you can start by selecting Desktop > System Settings > Server Settings > Services, can be used to stop and start services. The tool is shown in Figure 4.13.

To stop or start a service, select it from the list in the left-hand panel. A brief description, along with that service’s current status, will be presented on the right. To start a stopped service, click the Start button at the top of the window; to stop a running service, click the Stop button. There is also a Restart button, which can be used to restart a service—an action that can be necessary for certain configuration changes to take effect.
You can also use this tool to configure services to start automatically when the machine is switched on. To do this, check the checkbox next to the service name, and click Save.

**Services and Runlevels**

Runlevels are basically a convenient way of describing the facilities that are currently available to the system. In runlevel 5, all system functions are available: multiple users can log in, networking features are available, and the GUI is up and running. As the system starts, and system functions become available, other runlevels are triggered:

**Runlevel 1**
- This is known as **single user mode**. Only one user can be logged in at a time. No network resources are available.

**Runlevel 2**
- Multiple users may be logged in simultaneously, but no network support is available. This is known as **multi-user mode**.

**Runlevel 3**
- This is the same as runlevel 2, except that network resources have become available. This runlevel is sometimes referred to as **full multi-user mode**.

**Runlevel 5**
- In addition to everything that’s available in runlevel 3, the GUI server is also available at this runlevel.

**What Happened to Runlevel 4?**

There is no default runlevel 4—this is reserved for definition by system administration gurus.
The Service Configuration tool allows us to set services to start at runlevels 3, 4, or 5. To alter the services that start at a given runlevel, select an option from the Edit Runlevel menu. You can choose to edit a single runlevel at a time, or edit all three at once by selecting Runlevel All, as shown in Figure 4.14.

Check the boxes to specify which daemons you’d like to have start automatically, and when you’d like them to start, then click Save at the top of the window. Note that if you want a daemon to run in runlevels 3, 4, and 5, you need to check all three boxes. If you only check the box for runlevel 3, the service will be stopped when the system reaches runlevel 5.

**Using service to Start and Stop Services**

To stop, start, or get the status of a service from the command line, you can use Fedora Core’s service tool, which is located in the /sbin directory. Remember that, if you added /sbin to the PATH environment variable, you won’t need to prefix the command name with /sbin/ to run it.

```
[kermit@swinetrek ~]$ su
Password:
[root@swinetrek kermit]# /sbin/service httpd status
httpd is stopped
[root@swinetrek kermit]# /sbin/service httpd start
Starting httpd:                                           [  OK  ]
[root@swinetrek kermit]# /sbin/service httpd status
httpd (pid 2928 2927 2926 2924 2923 2922 2921 2920 2917) is running...
[root@swinetrek kermit]# /sbin/service httpd stop
```
This tool takes two parameters: the name of the daemon (in this example, `httpd`) and the action to execute. All services will support the actions `start`, `stop`, `re-start`, and `status`.

### Using `ntsysv` to Start Services Automatically

`ntsysv` is an unusual command line tool in that it offers an interface similar to the text-based install discussed in Chapter 1, as you can see in Figure 4.15.

**Figure 4.15. ntsysv running in the terminal.**

By default, `ntsysv` only edits runlevel 5. You can change this by starting `ntsysv` with the `--level` option. For example, `ntsysv --level 3` will edit runlevel 3.
Automatically Starting Services with `chkconfig`

The more traditional command line equivalent of `ntsysv` is `chkconfig`.

```
[kermit@swinetrek ~]$ su
Password:
[root@swinetrek kermit]# /sbin/chkconfig --level 345 httpd on
[root@swinetrek kermit]# exit
exit
[kermit@swinetrek ~]$  
```

This command sets `httpd` to start at runlevels 3, 4, and 5. You can get a list of the services that start at each level by running `chkconfig --list`.

Automating Routine Tasks

Computers are intended to do things for us. Yet, we spend much of our computing lifetimes repeatedly performing the same tasks, many of which are, in the end, rather mindless. System administration can sometimes become a chore chock-full of tedium and routine: the same keystrokes, the same checks, the same results. Wouldn’t it be ideal if we were able to put the computer to its intended use, and have it do these things for us?

Linux provides an abundance of ways to automate tasks. Shell scripts can help, but the real power lies in two particular facilities: `cron` and, to a lesser extent, `at`. These are tools you’ll rely upon to perform such routine tasks as archiving logs, updating the system database with newly installed applications, writing server statistics, and much, much more.

**cron**

cron is a Linux system daemon that executes scheduled scripts. The cron daemon, or `crond`, runs as a service that starts when your system starts. Every minute, it checks its own schedule database for tasks that need to be performed.

The heart of cron is the `/etc/crontab` file, which is shown below from the default, unaltered Fedora Core installation:

```
File: /etc/crontab

SHELL=/bin/bash
PATH=/sbin:/bin:/usr/sbin:/usr/bin
MAILTO=root
```
The crontab file first defines some environment variables: the shell in which the tasks will run, the PATH environment variable, the system account to which mail notifications will be sent, and the home directory to use. After the run-parts comment, the command schedule is listed.

**The crontab Command Schedule Syntax**

Believe it or not, a single line in this file provides all the information required for the system to perform a full set of tasks. In order to understand it, we need to break this line out into fields.

**24-Hour Time**

cron always deals in 24-hour time: 7:24 means 7:24 a.m., and 19:24 means 7:24 p.m.

1. The first field defines how many minutes of each hour must pass before the task will be performed. In the above default crontab file, the first task is scheduled to start one minute past the hour; the last task is scheduled to commence at 42 minutes past the hour.

2. The second field defines the hour in which the task will be completed. From this, we can tell that the second task is scheduled to run at 4:02.

   An asterisk indicates that the task should be executed every hour. Therefore, we can tell that the first task is scheduled to be run at 0:01, 1:01, 2:01, and so on, all the way to 23:01, after which it starts all over again.

3. The third field defines the day of the month—numbered from 1 to 31—on which the task will run. The last command is scheduled to run at 4:42 on the first day of the month. Again, an asterisk indicates that the task should be run every day of the month.

4. The fourth field determines the month in which the task should run; as you’d expect, the months are numbered from 1 to 12. If you had a task to perform only once a year, say in July, this field would contain a 7. If you had a task
to perform every day in December, this field would contain twelve. Since, in our example, this field always contains an asterisk, we know that all of our tasks will be performed every month.

5. The fifth field defines the day of the week on which the task will run. 0 represents Sunday, 1 represents Monday, and 6 represents Saturday. Our third task has a 0 in this field: it will be executed at 4:22 on Sundays. Once more, an asterisk in this field indicates that the task will be performed on every day of the week.

6. The next field identifies the user who will complete the task. In all cases here, it’s root.

7. The final field defines the actual task that is to be run. Here, we use run-parts to execute every script inside the /etc/cron.schedule directories. Scripts inside the /etc/cron.hourly directory are run every hour, scripts inside /etc/cron.daily are run daily, and so on.

Adding to crontab

Let’s put this to more practical use with the scenario mentioned back in Chapter 3. You may remember that we introduced the power of the command line with the command `find /var/backups/* -ctime +5 -exec rm {} \;`, which I use to remove backups that are more than five days old three times a week. This automated process is powered by cron, so let’s take a look at how this is configured on my system:

```
File: /etc/crontab

SHELL=/bin/bash
PATH=/sbin:/bin:/usr/sbin:/usr/bin
MAILTO=root
HOME=/

# run-parts
01 * * * * root run-parts /etc/cron.hourly
02 4 * * * root run-parts /etc/cron.daily
22 4 * 0 root run-parts /etc/cron.weekly
42 4 1 * * root run-parts /etc/cron.monthly
12 5 * * 2,4,6 root find /var/backups/* -ctime +5 -exec rm {} \
```

The first two fields tell us that this task will be run at 5:12—for purity’s sake, I’ve scheduled the task to run at a time when I’m not using the system, though it probably won’t make much of a difference in terms of performance. The next
two fields are filled with asterisks, meaning they’ll be run regardless of the date. The potentially interesting value here, though, is the fifth “day of week” field, which has the value 2,4,6—this means that the task is scheduled for Tuesday, Thursday, and Saturday. cron also allows for ranges. 1-5 in the fifth would schedule a task to run Monday to Friday.

cron can just as easily execute shell scripts. Let’s create a script named backup.sh to actually create these backups. Save this file in the /home/username/bin directory—you may need to create this directory if you haven’t done so already.

```
#!/bin/sh

# Create a directory for this backup.
# Its name depends on the date and time so backups can’t overwrite
# each other, unless they’re executed in the same minute.
DATE=`/bin/date +%Y%m%d%H%M`
mkdir /var/backup/$DATE
# Backup the Apache logs.
mkdir /var/backup/$DATE/apache-logs
for f in /var/log/httpd/*;
do
  cp -fr "$f" --target-directory /var/backup/$DATE/apache-logs
done
# Backup kermit’s home directory
mkdir /var/backup/$DATE/kermit-home
for f in /home/kermit/ *;
do
  cp -fr "$f" --target-directory /var/backup/$DATE/kermit-home
done

This above script achieves several tasks:

- `DATE=`'/bin/date +%Y%m%d%H%M'` declares a variable named `DATE` and fills it with the output of the `date` command. The `+%Y%m%d%H%M` option on the `date` command instructs it to format the date in `YYYYmmdHHMM` format. That is, the minute before midnight on December 31, 2006 becomes 200612312359. The backticks, or backward quotes around the `date` command, tell the system that this is a command embedded in your script that should be run to obtain the required text value.

- Next, `mkdir /var/backup/$DATE` creates a directory for our backups based on this date.
mkdir /var/backup/$DATE/apache-logs creates a subdirectory for Apache logs.

The for f in /var/log/httpd/*; line sets up a loop to go through each file in the /var/log/httpd directory. Inside this loop, the variable f will refer to the current file.

cp -fr "$f" --target-directory /var/backup/$DATE/apache-logs copies the current file (f) to the target directory, /var/backup/current-date/apache-logs.

The previous three steps are then repeated, copying everything in /home/kermit to /var/backup/current-date/kermit-home.

Before we go ahead and run this script, we need to create the /var/backup directory, grant everyone write access to this directory, and make the backup.sh script executable:

[kermit@swinetrek ~]$ su
Password:
[root@swinetrek kermit]# mkdir /var/backup
[root@swinetrek kermit]# chmod a+w /var/backup
[root@swinetrek kermit]# exit
exit
[kermit@swinetrek ~]$ chmod u+x ~/bin/backup.sh
[kermit@swinetrek ~]$ ls /var/backup
200612312359

Let’s test the script before we modify the crontab file to ensure that it works as we think it should:

[kermit@swinetrek ~]$ backup.sh
cp: cannot stat `'/var/log/httpd/*': Permission denied
[kermit@swinetrek ~]$ ls /var/backup
200612312359

We get this error message because we don’t have access to the /var/log/httpd directory; we need to run this script as root:

[kermit@swinetrek ~]$ su
Password:
[root@swinetrek kermit]# backup.sh
[root@swinetrek kermit]# exit
exit
[kermit@swinetrek ~]$ ls /var/backup
200612312359
[kermit@swinetrek ~]$
In the file listing, we can see that a directory has been created with the current date and time. Delve deeper into this directory until you’re satisfied that the script is working as expected.

The last step in the process is to add the execution of the script to the crontab file on the schedule we’ve already defined:

```plaintext
SHELL=/bin/bash
PATH=/sbin:/bin:/usr/sbin:/usr/bin
MAILTO=root
HOME=/

# run-parts
01 * * * * root run-parts /etc/cron.hourly
02 4 * * * root run-parts /etc/cron.daily
22 4 * * 0 root run-parts /etc/cron.weekly
42 4 1 * * root run-parts /etc/cron.monthly
12 5 * * 2,4,6  find /var/backups/* -ctime +5 -exec rm {} \;
32 5 * * * root /home/kermit/bin/backup.sh
```

This entry differs from the original only in that it executes a script rather than executing a lone command. Because the script can contain commands and logic, it’s a sound approach to solving more complex routine operations.

**Using the /etc/cron.schedule Directories**

We’ve already discussed what the default crontab entries do. The first line runs the command run-parts /etc/cron.hourly every hour: run-parts will go into the /etc/cron.hourly directory and execute every executable file it finds there. Entries also exist for cron.daily, cron.weekly, and cron.monthly directories. If you prefer, you can simply store your backup.sh script in the /etc/cron.daily directory. It will run with the other daily scripts.

**Anacron**

Anacron is, to some extent, an extension of cron. Like cron, it’s intended to execute commands on a schedule, taking care of routine tasks. However, unlike cron, Anacron makes no assumption that the machine is up and running 24/7. In that sense, Anacron provides some measure of redundancy to the functions of cron.
Like other Linux applications, Anacron gets its direction from a text configuration file. In Fedora, this file is `/etc/anacrontab`. At first glance, the `anacrontab` file looks less daunting than `crontab`, even though we know how simple the `crontab` file can actually be.

As in `crontab`, the first few lines of this file define some environment variables: in this case, `SHELL` and `PATH`. The remaining lines describe, over a number of fields, the jobs that Anacron must carry out. From left to right, these fields are as follows:

- **period**
  The period field identifies the number of days that constitute the “period” in which the job will run once. In this example, the first job will be run every day, the second job will run once every seven days, and the last job will run once every thirty days.

- **delay**
  When it’s time for a task to be executed, Anacron will wait this many minutes before executing the task. This is potentially useful when a machine is turned on after a long period of being switched off. For example, imagine if our machine was turned off for more than thirty days. When we turn it back on, Anacron will realize that it’s time to execute all of it’s scheduled tasks. It will execute the daily tasks in 65 minutes time, the weekly tasks in 70 minutes time and the monthly tasks in 75 minutes time. This staggering stops the machine becoming bogged down by three competing jobs.

- **job identifier**
  The job identifier field is as it sounds: a means by which the system can identify each Anacron task. This field can contain any character, barring spaces, tabs and slashes.
command

Finally, similar to crontab, anacrontab specifies the command that will be executed. Again, Anacron will execute run-parts to work its way through the scripts in /etc/cron.daily.

The operation of Anacron is pretty straightforward. When run, it reads the list of jobs from /etc/anacrontab and checks whether or not each job has been run in the last specified number of days. If not, Anacron runs the job after waiting for the delay period. If the job has been run in the specified time period, it leaves it alone. It’s pretty simple.

We can start the Anacron daemon using one of the service tools we looked at earlier in this chapter. By default, it should be set up to start with your machine, but you can change this setting if you like.

**Running cron and Anacron Together**

By default, both cron and Anacron are configured to run all of the scripts in the /etc/cron.schedule directories. However, only one of cron or Anacron will actually run the scripts.

Each of these directories contains a script to keep Anacron up to date. For example, whenever cron runs the scripts in /etc/cron.daily, one of those scripts updates the file that Anacron uses to record when the task was last run. Later, when Anacron goes to run these scripts, it will see that cron has already run them, so it won’t run them again.

**at**

Now, we’ve got cron to perform regularly scheduled tasks on your system. We’ve got Anacron to pick up cron’s slack if the machine isn’t up and running 24/7. That seems like a pretty full complement of task scheduling methods, doesn’t it? As true as that may be, we’ve still left one piece out of the automated task puzzle: at.

At is a classic Linux hack, intended to take up where other applications leave off. In the cases of both cron and anacron, it’s not a trivial task to add a simple, one-off task to the schedule. Let’s say, for example, that you need to download a very large file, and you want to do it at a time when there’s no-one else on the network, so plenty of bandwidth is available. You could add an entry to /etc/crontab, but you’d have to remember to remove it in order to avoid downloading the same file again in the future. at serves this niche purpose perfectly. Better yet, the syntax for using at couldn’t be simpler:
at 3:00

```bash
at> wget http://sitepoint.com/verylargefile.zip
at> <EOT>
```

job 1 at 2005-12-31 03:00

```bash
[kermit@swinetrek ~]$ <EOT>
```

---

**at** schedules the task for the next instance of the time you specify. In the above example, **at** would execute the given command at 3:00 a.m.

**24-Hour Time**

Remember that **at**, like **cron** and **Anacron**, uses 24-hour time.

In summary, if you’re looking to schedule tasks, Linux has you well covered. You have **cron** and **Anacron** for repeating tasks, and **at** for those one-off, occasional jobs.

---

**Sending Email**

By default, mail on Fedora Core 4 is handled by the **sendmail** program. **sendmail** can be configured to perform very complicated tasks, like running all the email for a company or an ISP. Entire books can (and have) been written about it. However, you’re unlikely to want to make your LAMP server double as your mail server, and you’re already likely to have a mail server. Some services on your LAMP server will generate email; for example, if a cron job fails, it will often email a description of its error to root@localhost, the root user’s account’s mailbox. That mail needs to be read, sometimes urgently, and it would be a pain to have to log in to your server to do so. The best approach is to ensure that all mail that goes to your Web server is sent to an address at which the system administrator can read it. We’ll set up the Web server so that all the mail it receives is forwarded automatically to another email address.

---

**The aliases File**

Mail direction is controlled by the file `/etc/aliases`, which is shown below.
Each line in this file is an email alias; the line `postmaster: root` means "if mail comes to the postmaster account, put it in root’s mailbox." By default, Fedora’s `aliases` file ensures that mail for all the “system” accounts on the machine (i.e., all the accounts that the computer creates, rather than the ones that you create) goes to root’s mailbox. This is very useful, because then, all you have to do is ensure that the mail that’s sent to root ends up in the administrator’s mailbox. This is a two-step process. First, record in the aliases file that root’s mail should go to the administrator’s mailbox. To do so, uncomment the last line in `/etc/aliases`, and change `marc` to the administrator’s email address.

```
# Person who should get root's mail
#root: marc
```

```bash
# Person who should get root's mail
root: kermit@myisp.net
```
Second, tell sendmail that the aliases file has changed by running the command newaliases:

```
[kermit@swinetrek ~]$ su
Password:
[root@swinetrek kermit]# newaliases
/etc/aliases: 77 aliases, longest 16 bytes, 785 bytes total
[root@swinetrek kermit]# exit
exit
[kermit@swinetrek ~]$
```

That's all that's required. From now on, any mail that's sent to root by any cron jobs (or similar) on your Web server will end up in your mailbox. If you've created additional accounts on your server (say, for individual system administrators), then you may wish also to add those accounts to /etc/aliases, making them forward their mail to root or other email addresses. Remember to run newaliases after you make the change.

File: /etc/aliases (excerpt)

```
# Person who should get root's mail
root: kermit@myisp.net
kermit: root
gonzo: gonzo@myisp.net
fozzie: fozzie@myisp.net
```

Other Services

As you might expect, your Fedora Core system installs with a full set of graphical tools to ease the administration of various services on the system. There are too many tools to cover in depth here; instead, we'll look at the tools you'll use most frequently to configure and maintain both your system and the services it provides.

Preferences vs Settings

In Linux, the general convention is to call user-specific options “preferences.” Those that affect the whole system are called “settings.”

Samba

Samba allows you to share directories and printers with other machines. Typically, these machines are Windows machines, though they don’t have to be. To start
up the Samba Server Configuration tool shown in Figure 4.16, select Desktop > System Settings > Server Settings > Samba.

**Figure 4.16. The Samba Server Configuration tool.**

To share a directory on your Linux server with others, click the Add Share button. The dialog shown in Figure 4.17 will display.

**Figure 4.17. The Create Samba Share dialog.**

The main Samba Configuration window displays a list of all the shares you’ve defined. By highlighting a share, you can glean more information about it; you can adjust its settings by clicking on the Properties button.
NFS

NFS, or Network File System, is the Linux-native equivalent to Samba. It allows client machines to mount parts of your machine’s filesystem as if they were other devices.

The interface for the NFS configuration (accessible via Desktop > System Settings > Server Settings > NFS) is much the same as that provided for Samba configuration. The directory, the allowed hosts, and the permissions are all displayed in the main window. You can add or delete a share and, as with the Samba configuration, check and alter the properties of existing shares.

Mounting NFS Shares

You can mount NFS shares quickly and easily using the `mount` command. Instead of specifying a device file, such as `/dev/fd0`, you simply specify a server name and the name of the shared directory, separated by a colon.

```
[root@swinetrek kermit]# mkdir /mnt/kermit-oldserver
[root@swinetrek kermit]# mount oldserver:/home/kermit /mnt/kermit-oldserver
[root@swinetrek kermit]#
```
Apache Web Server

Figure 4.18. The graphical HTTP configuration tool.

The Server Settings menu includes an HTTP option, which launches the graphical tool shown in Figure 4.18, allowing you to configure your Apache server.

We won’t dig too deeply into the configuration tool here: we’ll cover it in depth in Chapter 5. However, you can see that nearly every configuration option for your Apache server is available in this window.
Package Management

Figure 4.19. The Package Management tool.

The Package Management tool shown in Figure 4.19 is available by selecting Desktop > System Settings > Add/Remove Applications.

This tool provides a means to add and remove applications from your system. You can adjust individual packages within groups, or remove an entire group.
Boot Configuration

Figure 4.20. The bootloader configuration tool.

The Boot Configuration tool shown in Figure 4.20 is available from Desktop > System Settings > Bootloader. It's a very simple tool for configuring the GRUB bootloader we discussed in Chapter 1, allowing you to select the kernel your system will use at boot.

When automatic updates to the Linux kernel are allowed, it’s likely you’ll end up with multiple kernels on the system. By default, the system will choose the newest kernel version when booting, but this tool allows you to select from any of the kernels installed on the system. It also provides a tool to set the boot timeout: the period of time the system will wait for you to select a kernel during boot before automatically booting the default kernel version.
Date and Time

Figure 4.21. The Date/Time Properties window.

The Date/Time Properties tool (Desktop > System Settings > Date & Time), shown in Figure 4.21, serves several purposes. First, it provides a means to immediately adjust the system date and time. This is important for time-stamping and logging activity on the server.

In the Network Time Protocol tab, you can configure the server to make use of the Network Time Protocol (NTP) so that your system will connect with NTP
servers around the world to automatically adjust its own internal clock. This will help ensure near-atomic-clock time accuracy on the server. To make use of NTP, check the Enable Network Time Protocol checkbox in the Network Time Protocol tab. Below this checkbox is a list of NTP servers to use; you can manage this list with the Add and Delete buttons.

Finally, in the Time Zone tab, the Date/Time Properties tool allows you to select the time zone in which the server is located. If you prefer that the server keep time based on the Coordinated Universal Time (UTC), check the System clock uses UTC checkbox.

**Display Settings**

**Figure 4.22. The Display settings dialog.**

![Display settings dialog](image)

The Display settings tool in Fedora Core (Desktop > System Settings > Display), shown in Figure 4.22, allows you to set the resolution and color depth, identify
the hardware you’re using (which has probably been auto-detected by the system),
and set up “dual head” (or dual monitor) systems.

Network Settings

The network settings on your machine can be configured via the graphical Network Configuration tool shown in Figure 4.23 (Desktop > System Settings > Network).

This tool allows you to configure all elements of your network devices, from the actual hardware, to IP addressing, to DNS and DHCP. Additionally, the devices can be activated or deactivated from within the graphical interface. Advanced operations, such as configuring individual interfaces to allow activation by normal users, or on system start, can also be performed.

Figure 4.23. The Network Configuration tool.
Printers

Fedora provides the tool depicted in Figure 4.24 to configure the printers on your system (Desktop > System Settings > Printing).

**Figure 4.24. The Printer configuration tool.**

The New button will launch a wizard that allows you to use a printer that’s connected directly to the server, or one that’s on the network.
Security Level Configuration

Figure 4.25. The Security Level Configuration tool.

The firewall and Security Enhanced Linux (SELinux) are configured using the Security Level Configuration tool shown in Figure 4.25. To launch it, select Desktop > System Settings > Security Level.

This tool is a graphical front end for the `iptables` command-line tool and SELinux configuration.

`iptables` provides the capability to limit the network traffic coming in and out of your system to known traffic types, to specific ports, and/or to specific devices. This is all configured in the Firewall Options tab of the Security Level Configuration window. Clearly, if you’re configuring and administering a Web server, it’s important to allow WWW (HTTP) traffic on the machine. You can also optionally allow Secure WWW (HTTPS) traffic. For remote administration, it’s useful to allow...
SSH (Secure Shell) traffic: this will allow you to log into the machine from a remote location and perform administrative duties securely, as if you were sitting at the server. Telnet should seldom be allowed: this protocol has many, many known security issues.

If, instead of allowing traffic types, you’d prefer to allow all traffic across a specific interface (the first ethernet device, for example, or eth0), select that option from the Trusted devices list. Note that this is less secure than limiting traffic to specific protocols, as all traffic across the chosen interface will be allowed.

You may also want to allow traffic through specific ports. You can define these ports in the Other ports text field of the Security Level Configuration window, separated by commas. Of all the options in the Firewall Options tab, this is the most secure, as it limits traffic to very specific entry points. We’ll look at this in more detail in Chapter 9.

SELinux is a new addition to Fedora Core, available as a standard option only since Fedora Core 3. It’s a series of security related enhancements to the Linux kernel, largely written by the US National Security Administration (NSA). SELinux is such a rich tool that detailed configuration information is beyond the scope of this book. You can access more information about SELinux, including an extensive FAQ list, online at http://www.nsa.gov/selinux/.
The Archive Manager depicted in Figure 4.26 is used to create archives of files on your system. It can handle a number of different archive formats, from the \texttt{.zip} format with which Windows users will be familiar, through to Java’s \texttt{.jar} format, and Unix’s \texttt{.tar}.

It’s available from Applications > System Tools > Archive Manager.

The Archive Manager can be used to create a new archive or to add files to an existing archive. It’s also used to view the contents of existing archives. To create a new archive, click on the New icon, then select the name and location of the new archive.
Next, you’ll want to click the Add button in the main Archive Manager toolbar. In the resulting window, click to the location in which you’d like to store the new archive, and give it a name.

You can add files one at a time by clicking the Add button, or by dragging and dropping files or folders from Nautilus, as shown in Figure 4.27.

**Figure 4.27. Adding a directory.**
The Archive Manager can also be used to view or extract the contents of an archive. Click Open and select an archive, then click Extract on the toolbar. Archive Manager will display the Extract dialog which, as you can see in Figure 4.28, contains many options for extracting archived files.
Floppy Formatter

Figure 4.29. The Floppy Formatter.

To format a floppy disk, enter the path to the floppy device in the Floppy device text box; if the machine has only a single floppy, /dev/fd0 will be grayed in this text field. Select the density, the filesystem type and, if desired, add a volume name. You can also select the mode for formatting, including quick, standard, or thorough. When all the parameters are complete, click the Format button to complete the format. The Floppy Formatter, which is shown in Figure 4.29, is available from Applications > System Tools > Floppy Formatter.
Hardware Browser

Figure 4.30. The Hardware Browser.

Fedora Core’s Hardware Browser provides a view of all the hardware installed on your system. Detailed views can be gained by highlighting a device, as seen in the Hard Drive view in Figure 4.30.

Pointing devices, network devices, printers, and all other hardware devices are viewable from this window. You can launch the Hardware Browser by selecting Applications > System Tools > Hardware Browser.

Network Devices and Internet Connection

Fedora, of all the Linux distributions, is especially easy to configure for Internet access. The Internet Configuration Wizard shown in Figure 4.31 (Applications > System Tools > Internet Configuration Wizard) provides a complete, step-by-step
walkthrough for configuring Ethernet cards, dialup and DSL modems, wireless cards, and other connection types.

**Figure 4.31. The Internet Configuration Wizard.**

Fedora’s parent distribution, Red Hat, pioneered the process of probing and detecting hardware devices. Network devices are no exception, as can be seen in Figure 4.32. The majority of commercially available network devices can be detected and displayed within this window.

**Figure 4.32. Probing network devices.**
The Configure Network Settings dialog (shown in Figure 4.33), within the Internet Configuration Wizard, allows you to select your connection type—DHCP or static—and to provide a hostname for identification on the network.

**Figure 4.33. The Configure Network Settings dialog.**

### Kickstart

Fedora provides a tool that’s intended primarily for administrators in a large environment: the Kickstart Configurator shown in Figure 4.34.

#### Need a Kick?

Kickstart is not included in the standard server installation of Fedora Core 4. If you need to install it, run the Package Management application discussed previously, and select the `system-config-kickstart` package from the Administration Tools group.
Kickstart provides a way to create a common system configuration that can later be leveraged in the installation of Fedora on multiple systems across a network. All the installation options are contained in a single text file that's written by the Kickstart Configurator tool. The parameters of the text file include boot loader options, partition information, network configuration, authentication, firewall configuration, display, RPM package selection, and other items. This is a favorite Fedora tool, as the Configurator makes it possible to install Fedora on all the machines in an entire office without ever leaving the server room.
System Monitor

The System Monitor shown in Figure 4.35 provides a constantly updated view of the processes running on your system. This can be useful when you sense, but can’t quite quantify, a lag in your system. The listing displays the process name, the user under which the process is running, the memory used, and the process ID for each application currently in use. As an administrative user, you can view your processes, all processes, or only the active processes.

Figure 4.35. The System Monitor.

You can obtain detailed information on any process by highlighting the process and clicking the More Info button in the process listing window. If necessary, a running process can be stopped by highlighting the process and clicking the End Process button.
The Resources tab of the System Monitor provides high-level, real-time graphs of your system’s resource usage, like those shown in Figure 4.36. CPU and memory usage are shown in graphs that are updated at regular intervals. The lower pane in the window contains a view of hard drive usage, including the percentage of space used on each device.
Summary

Linux is a powerful operating system, and can fulfil a variety of server roles. In this chapter, we've discussed the basics: how to administer a Linux system, how to configure it to provide new services, and how the filesystem is put together. Now it’s time to move on to the real topic of this book: building your own Web server.
What’s Next?

If you’ve enjoyed these chapters from *Run Your Own Web Server Using Linux & Apache*, why not order yourself a copy?

You'll learn how to use the powerful tools that are now at your disposal to configure and maintain a robust and secure Apache web server. The authors will walk you through the processes of setting up, configuring and using the tools you'll need to successfully run and maintain a Linux web server running Apache, PHP and MySQL.

In the remaining chapters, you’ll:

- Set up and configure Apache 2 to serve dynamic websites that make use of PHP 5 and MySQL 4.1
- Use the simple web-based management tool Webmin to configure just about every aspect of your Linux server
- Keep your server’s software up-to-date with the latest security patches and bug fixes using Yum
- Learn how to securely administer your server remotely using SSH and VNC
- Learn how to keep your server safe from harm using Firestarter to simply but powerfully administer your firewall, Tripwire to detect system compromises and Snort to discover potential security problems before they’re exploited
- And much more!

If you order from sitepoint.com, you'll receive this book as part of our Linux Power Pack, which also includes a handy Linux Quick Reference Poster and a copy of Fedora Core 4 on DVD. These extras, normally worth $19.90, are yours for free when you order through sitepoint.com.

Order now and get it delivered to your doorstep!
Index

Symbols
! command, 96
# introducing comments, 116
   root user prompt, 92
/ root directory symbol, 64
\ splitting long commands, 92
~ home directory prompt, 88

A
abstraction using symlinks, 74
access logs, Apache, 261, 264
accidental deletions, 94
acronyms, 27
Add new inbound rule dialog, Firestarter, 284, 286
Add/Remove Applications tool, 245
Additional Software screen, Fedora, 30
Administration Tools package group, 26
Administrator account (see root user account)
alerts, 294
   adding, using Webmin, 213
Snort IDS, 291
aliases file, 132
Allow connections options, Firestarter, 283
Allow lists, 179
AllowOverride directive, httpd.conf, 185
Anaconda installer, 6, 50
Anacron tool, 129
Apache configuration file (see httpd.conf file)
Apache Group, history, 157
Apache Web Server, 157–196
access logs, 261, 264
configuring, 167–186
configuring for secure connections, 186–196
configuring graphically, 137
configuring with MySQL and PHP, 163–166
error logs, 166, 261
installing, 158–162
performance tuning, 181
starting and stopping, 162, 194, 196
starting automatically, 193
updates, 159
Apache Web Server module, Webmin tool, 205
apachectl command, 162, 195, 299
Applications menu, GNOME, 58
Archive Manager, 146
at command, 131, 203, 300
auditing security, 268
authorization badge icon, 105
automatic execution with .bashrc, 111
automatic mounting, 116, 118
automatic partitioning, 11, 36
automatic starting
   Apache, 193
   services, 123, 286
automating routine tasks, 124–132
   backups, 253–260

B
background applications (see daemons)
backslash escaping, 91
backticks, 127
backup.sh example script, 127
backups, 253–260
   dump utility and, 117
   enterprise level tools, 260
   removing old, 85, 126
Index

simple backups, 254–260
Webmin Filesystem Backup tool, 203
bandwidth adjustment, 265
Bandwidth Monitoring module, Webmin, 208
bash shell, 95–101
.bashrc file, 111
binary file location, 65
Boot Configuration tool, 139
/boot directory, 65
boot failure, 312
boot loaders (see GRUB boot loader)
Bootup and Shutdown tool, Webmin, 203
bugs, Red Hat updating software, 214

C
case sensitivity, 299
cat command, 91, 262, 300
cd command, 90, 300
cdrecord command, 257, 259, 300
CD-ROMs
  automatic mounting example, 118
  CD burning tools, 5
  Linux in Live CD form, x, 312
  simple backups to, 254–260
certificate authorities (CA), 187, 191
CGI programs, 176–177
Chicken of the VNC viewer, 244
chkconfig command, 124, 287, 301
chmod command, 93, 99, 301
command history feature, 95
command line operations, 83–102, 299–309
  alphabetical summary, 299–309
  case sensitivity, 299
  command prompts, 92
  examples, 88–95
  graphical tools compared to, 85–86, 101
interrupting, 98
managing users and groups, 110–112
mounting a floppy disk, 112
role of the shell, 95
special characters, 91
starting and stopping services, 122
Command Shell tool, Webmin, 212
comment lines, 116
Computer icon, filesystem view, 68
command line operations, 83–102, 299–309
case sensitivity, 299
command prompts, 92
definitions, 88–95
directories, 83–102
  alphabetical summary, 299–309
  case sensitivity, 299
  command prompts, 92
  examples, 88–95
  graphical tools compared to, 85–86, 101
connection speed, 181
content-negotiated multiviews, 178
Coordinated Universal Time (UTC), 21, 47, 141
Core Dump Directory option, 180
counter_test.sh example, 98–99
cp command, 91, 302
CPAN (Comprehensive Perl Archive Network), 213, 296
CPU usage, 155
cron utility, 124–129
directories, 129
log rotation and, 263
redirecting error messages, 132
scheduling backup removal, 86
Webalizer scheduling, 264
Webmin Scheduled Cron Jobs tool, 203

Order the print version of this book to get all 300+ pages!
directories
access restriction with .htaccess, 183
archiving, 148
Core Dump Directory option, 180
listing files, 88
server configuration for specific, 183
sharing using Samba, 134
shortcuts to current and parent, 90
virtual host options, 177, 179
Disk Druid partitioning tool, 12, 36
disk partitioning (see partitioning)
disk usage checking, 302, 313
Display settings dialog, 141
distributed configuration files, 183, 186
DNS configuration, 142
DNS lookups, 175
Document tab, Kate editor, 80
Drak suite
Apache configuration, 167
SystemDrak tool, 28
drive letter designation, 11
(see also partitioning)
drives, Hardware Browser view, 150
dual monitor systems, 142
dual-boot configuration, 1
boot loader and, 16, 43
installation, 4, 39
dump utility, 117
DVDs (see CD-ROMs)

E
echo command, 91, 303
Edit Interface window, 18
email
configuring mail servers, 207
Evolution mail client, 59
Majordomo List Manager, 206
nightly security alerts, 294
redirecting error messages, 132
sendmail program, 132–134, 207
SpamAssassin Mail Filter, 207
encryption, 161
  (see also cryptography)
  configuring Apache for HTTPS, 186
  RPM package downloads, 219
enterprise level backup tools, 260
environment variables, 100
  anacron tool and, 130
  crontab file and, 125
  virtual host options, 176
error logs
  Apache, 166, 261
  HTTP configuration tool, 174
error pages, defining, 172
escaping special characters, 91
/etc directory, 65
Ethernet cards, 17, 151
Events screen, Firestarter, 282
Evolution mail client, 59
executable scripts, 65, 255
exit command, 93, 303
export command, 101
ext2 filesystem, 64
ext3 filesystem, 63, 117
Extract dialog, Archive Manager, 148

F
Fedora Core distribution, xi
  bash shell, 95–101
  desktop environments, 55
  ext3 filesystem, 64
Firestarter tool, 278
Hardware Browser, 150
hardware compatibility lists, 2
initial installation screen, 7, 32
installation CDs, 5
software provided, 25
specialized installation types, 10, 35
SuSE mount point convention and, 118
File Browser application, 67
File owner/group listings, permissions
dialog, 72
file permissions, 70–73
  changing, 93, 99, 301
  ls command listing, 89
  making a script executable, 255
  setting, 73
file precedence setting, Web servers, 172
files
  archiving, 146
  copying, moving and renaming, 91
  deleting, 87, 94
  downloading, 131, 161, 308
  listing, 88
  listing last lines, 262
Filesystem Browser tab, Kate, 81
filesystems, 62
  automatic mounting, 118
  ext2 filesystem, 64
  ext3 filesystem, 63
  fstab file, 114
  icons, 68
  Linux file permissions, 70–73
  Linux, not recognized by Windows, 4
  mounting removable media, 112–119
  navigating from the command line, 90–95
  navigating using Nautilus, 68
  other operating systems and, 63
  sharing using NFS, 136
  type listing in fstab, 116
  unmounting media, 114
Webmin File Manager access, 212
Webmin System Group tools, 203
Windows file access, 4, 234
find command, 85, 126, 303
Firefox browser, 58–59, 166
Firestarter tool, 278–286
Firewall Wizard, Firestarter, 279
firewalls
(see also Security Level Configuration tool)
enabling Webmin access, 198
Fedora Core default, 20
layered security and, 268
remote configuration, 284
text-based installation, 45
Webmin Network Module and, 209
floppy disks, mounting, 112
Floppy Formatter tool, 149
forcing file deletions, 94, 306
forcing overwriting, 302
fsck utility, 117
fstab file, 114
FTP (File Transfer Protocol), 21, 207

G

gateway machines, 280
GDM (GNOME Display Manager), 60
gedit text editor, 72, 76
GNOME desktop, 55–60
(see also Nautilus)
bottom panel, 56
customizing the GNOME terminal, 84
gedit text editor, 72, 76
GUI naming conventions, 78
installation, 24
root password prompt, 104
top panel, 57
VNC startup and, 250
window display, 60
GNOME Display Manager (GDM), 60
GNOME Terminal application, 84
GNU Privacy Guard (GPG), 161
graphical installation, 5–31
grep command, 303, 311
group permissions, 71
groupadd command, 110, 304
groupdel command, 112, 304
groups, software (see package groups)
groups, users (see user groups)
GRUB boot loader, 16, 39
   Boot Configuration tool and, 139
   boot loader location, 43
   Webmin and, 210
GUI based editors, 76

H

Hardware Browser, Fedora, 150
hardware compatibility lists, 2–3
Hardware Group Modules, Webmin, 210–211
hello_world.sh example, 97
help, online, 26, 94, 299
hidden files, 89, 111
history command, 95
/home directory, 65
home directory, returning to, 90
Home icon, filesystem view, 70
host keys, SSH, 231
.htaccess file, 183–184
htpasswd tool, 184, 304
HTTP
   Apache server default ports, 169
   graphical configuration tool, 137
   HTTP configuration tool, Fedora, 167–183
   HTTP daemon, 119, 158
httpd.conf file, 167
   apachectl tool and, 163
   configuring Apache to use certificates, 195
   editing with Webmin, 205
   gedit example using, 77
   .htaccess and, 183
   HTTP configuration tool and, 167
   Kate example using, 79
   stopping the Apache daemon, 194
httpd.i386 package, 160
HTTPS
Apache server default ports, 169
configuring Apache for, 186–196
virtual host SSL options, 173

I
icons
authorization badge, 105
GNOME desktop shortcuts, 59
Home icon, 70
Webmin interface, 202
IDS (Intrusion Detection Systems), 268, 287–297
ifconfig command, 314
Includes option, virtual host, 178
collection operator, 97
installation, 4
choosing Fedora installation mode, 6
dependency checking, 26
graphical installation, 5–31
networking options, Fedora, 17, 44
options, Kickstart Configurator, 153
progress display, 51
specialized installation types, 10, 35
text mode installation, 31–53
integrity checking with Tripwire, 269–278
Internet Configuration Wizard, 150
interrupt signal, 98
Intrusion Detection Systems (IDS), 268, 287–297
IP addresses
configuration, 17
configuring Firestarter, 280
defining with the HTTP configuration tool, 168
Deny and Allow lists, 179
detecting network cards, 315
DNS lookups, 175
Network Configuration tool, 142
Snort IDS and, 292
IP based virtual hosts, 170
iptables tool, 278–286
(see also firewalls)
Security Level Configuration tool and, 144
Webmin Network Module use of rules, 208–209
ISO images, 5, 257–258

J
job identifier field, anacron, 130
journaling, ext3 filesystem, 64

K
Kate text editor, 76, 78, 80
KDE desktop environment, 55, 76, 78
kernels, booting, 139
key fingerprints, SSH, 231
keyboard layouts, 9, 34
keyboard operations (see command line operations)
keyboard-based navigation, 32, 37
keys (see public key cryptography)
Kickstart Configurator tool, 152
kill command, 312
kudzu system, 116

L
LAMP (Linux, Apache, MySQL, and PHP) servers
gateway machines and, 280
installation, 25
language selection on installation, 8, 33
language support
content-negotiated multiviews and, 178
Webmin, 213
last changed field, permissions dialog, 73
Launcher Panel, GNOME desktop, 59
linking (see symlinks)
Linux distributions, ix–xi
(see also Fedora Core distribution;
Mandriva Linux; SuSE Linux)
Linux Hardware Compatibility HOW-TO, 3
linux rescue command, 313
LinuxQuestions.org, 3
Live CD versions of Linux, x, 312
ll command, 89, 304
Lock File option, HTTP configuration tool, 180
log files, 260–263
(see also error logs)
analysis with Webalizer, 207, 264–266
Apache access logs, 166, 261, 264
disk usage and, 313
failing services, 314
log levels, 174
log rotation, 263
logging into GDM, 60
logging modes, Snort IDS, 288
logging options, HTTP configuration tool, 174
logging out of GDM, 61
ls command, 88, 304

M
Mac OS X, 238, 244
mail server configuration, 207
Majordomo List Manager, 206
man command, 94, 299, 304
Mandriva Linux
Drak Suite, 28, 167
hardware compatibility lists, 3
memory
installation requirements, 31
usage, System Monitor, 155
menus, GNOME top panel, 58
mkisofs command, 257, 259, 305
mount command, 112, 305
fstab file and, 117
mount points, 66
filesystem assignment, 63
fstab listings, 116
naming conventions, 117
selecting, 14
mouse, three-button, 256
mrtg package, 208
multi-user mode, 121
MultiViews option, virtual host, 178
mv command, 92, 305
MySQL daemon, 119
MySQL database server
connection tools, 25
installing, 163
Webmin module, 206

N
name based virtual hosts, 171
naming conventions
desktop environments and, 78
mount points, 117
National Center for Supercomputing Applications (NCSA), 158
Nautilus, 68
creating symlinks, 74
trash function compared with rm command, 87
network card detection, 280, 315
Network Configuration page, Webmin, 209
Network Configuration tool, 142
network devices, configuring, 150
Network File System (NFS), 136
turning off nonessential services, 286
Webmin Network Module and, 209
network invisibility, 314
network resources and runlevels, 121
Network Servers package group, 25
network settings, 142

Order the print version of this book to get all 300+ pages!
Network Time Protocol (NTP), 28
   Apache Web Server installation and, 159
   Date/Time Properties tool and, 140
   Webmin tool and, 211
network traffic
   intrusion detection systems for, 268, 287
   limiting to known protocols, 144
   monitoring with Webmin, 208
Networking Group Modules, Webmin, 208–209
networking options, Fedora, 17, 44
   newaliases command, 134, 306
newsgroups
   comp.os.linux.misc, 101
   linux.redhat, 115
NFS (see Network File System)
NTP (see Network Time Protocol)
ntsysv tool, 123
number view, file permissions, 73

O
   Object Summary section, Tripwire reports, 276
   online manual, 94, 299
   OpenOffice.org, 59
   OpenSSL, 187
   operating systems
      selecting a default, 42
      working with others, 63
   Other Modules Page, Webmin, 211
   output commands, 91
   owner permissions, 71

P
   package groups, 23–26
      (see also RPM packages)
      selection, 49
   Package Management tool, 138
      installing Kickstart, 152
   installing OpenSSL, 188
   installing PHP and MySQL, 164
   installing the VNC server daemon, 248
   panels, GNOME desktop, 56–57
   parentheses in text-based interfaces, 37
   partitioning
      accidental deletion of partitions, 13
      automatic and manual methods, 10
      Disk Druid tool, 12, 36
      disk space availability, 313
      filesystem structure and, 62
      partition management tools, 4
      root partition identification, 312
      swap partitions, 15
      text-based installation, 36
      Windows drives and, 62
   passphrases, 193
   SSH private key, 237
   ssh-keygen tool, 239
   Tripwire setup, 270–271
   passwd command, 112, 306
   passwd.txt vulnerability, 292
   passwords
      .htaccess and, 184
      boot loader configuration, 16, 41
      root user account, 22, 48, 313
      SSH clients, 232
      VNC server access, 240, 250
      Webmin Change Passwords tool, 203
   PATH environment variable, 100–101, 110
   performance implications, .htaccess, 185
   performance options, HTTP configuration tool, 177
   performance tuning options, HTTP configuration tool, 181
   period field, anacron, 130
   Perl modules, 213, 296
   permissions dialog, 72
(see also file permissions)
Personal Desktop installation, 10, 35
PGP (Pretty Good Privacy), 161
PHP language installation, 163, 165
phpinfo() function, 165
phpinfo.php file, 166
PID File option, HTTP configuration tool, 180
ping command, 314
Places menu, GNOME, 59
Policy screen, Firestarter, 282
port forwarding, 246, 248, 307
ports
  defining with the HTTP configuration tool, 168
  limiting network traffic by, 145, 278, 284
  VNC server access, 240
  Websm server access, 198
Postfix mail server, 207
PostgreSQL, 25, 164
preferences and settings, 134
printer configuration tool, 143
printer sharing, Samba, 134
processes
  listing and killing running programs, 311
  viewing with System Monitor, 154
  Webmin Running Processes tool, 203
ProFTPD, 207
program failure, 313
protocols
  (see also DHCP; FTP; NTP; SSH protocol; telnet; VNC protocol)
  limiting network traffic by, 144
ps command, 311
public key cryptography, 186–187
  creating your own keys pair, 188–194
  encrypting the private key, 193, 196
  selecting a key size, 190
Tripwire setup, 270
PuTTY SSH client, 230, 248
PuTTYgen tool, 232
pwd command, 88, 306
Python language, 257–258
Q
QMail mail server, 207
R
random data, 191
read-only files, 114
reboot command, 313
rebooting using ext3, 64
recovery operations, 64
recursive acronyms, 27
recursive deletion, 94
Red Hat Enterprise Linux (RHEL), 2
  (see also Anaconda installer; Fedora)
Red Hat kudzu system, 116
Red Hat Network Alert Notification Tool, 214
ReiserFS filesystem, 64
Release Notes buttons, 26
remote administration, 229–251
  remote firewall configuration, 284
  SSH protocol, 229–240
  VNC protocol, 240–251
remote command execution, ssh client, 238
Remote Desktop Preferences tool, 240
Resources tab, System Monitor, 155
rm command, 87, 94, 306
/root directory, 65
root partition, 312
root user account, 22
  command prompt, 92
  dangers of routine use, 30, 61, 87
  GNOME password prompt, 105
  passwords, 22, 48, 313
Index

RPM Package Manager, 27
RPM packages
  Apache installation from, 158–159
  security checks before installing, 278
  updating, 214–228
  Webmin Software Packages tool, 204
  Webmin tool as, 198
RSH (Remote Shell) protocol, 229
Rule Summary section, Tripwire reports, 274
runlevels, 121
  Bootup and Shutdown tool, 203
    configuring automatic startup, 286
run-parts command, 126, 129, 131

S
Samba Server Configuration tool, 134, 234
  access log, 261
  turning off nonessential services, 287
Samba Windows File Sharing page, Webmin, 207
scheduling
  (see also automating routine tasks; cron utility)
    daily Snort IDS reports, 295
screen resolution settings, 29
scripting languages, 100
scripts
  (see also shell scripts)
    scheduling, using cron, 124
Secure Shell (SSH) protocol, 145, 229–240
Secure Sockets Layer (SSL), 186
  security, 267–298
    access to services and, 286
    iptables firewall tool, 278–286
    layered approaches, 267
    networking options, Fedora, 20
    older protocols, 229
PuTTY configuration, 231
Snort IDS, 287–297
Tripwire integrity checker, 269–278
VNC protocol, 240, 246
Webmin and, 201
security audits, 268
Security Enhanced Linux (SELinux), 20, 46, 144–145
  modifying, to allow Samba access, 234
Security Level Configuration tool, 144, 240
  Firestarter and, 278
  Samba access and, 234
Security Level configuration tool
  Webmin access, 198
SELinux (see Security Enhanced Linux)
sendmail program, 132, 207
server administration, 197–228
  log analysis, 260–263
  occasional administration, 253–266
  remote administration, 229–251
  setting up backups, 253–260
  traffic reporting, 264–266
Server Configuration Tools, 24
  (see also Samba)
Server installation type, 10, 35
Servers Group Modules, Webmin, 204–208
servers, Apache (see Apache Web Server)
server-side includes, 178
service command, 122, 306, 314
Service Configuration tool, 120–122, 286
  opening a Samba service, 234
services, 119–124
  (see also daemons)
  Bootup and Shutdown tool, 203
troubleshooting, 314
turning off nonessential, 268, 286
settings and preferences, 134
Setup Agent, 28, 52
severity levels, Tripwire reports, 276
shebang line, 98
shell, 95
shell scripts, 97–100
cron execution, 127
diagram of simple-cd-backup.sh, 257
zenity command and, 258
Shorewall Firewall package, 209
shortcuts
current and parent directories, 90
GNOME desktop icons, 59
history command, 96
symlink resemblance to, 74
shutting down, 61, 203, 307
simple-cd-backup.sh example script, 254, 257
single user mode, 121
Snort IDS, 287–297
reporting from, 294–295
software packages (see package groups; RPM packages)
software updates, 214–228
installing with yum, 224
investigating with yum, 227
locating, 222
Red Hat updating software, 214
removing with yum, 225
security software, 268
single packages, 220
software, installing additional, 30
Sourcefire, 287
spaces, escaping, 91
SpamAssassin Mail Filter, 207
special characters, escaping, 91
special flags, permissions dialog, 73
square brackets, text-based interfaces, 37
ssh command, 238, 307
distinguished from SSH protocol, 229
SSH tunnelling and, 248
.ssh directory, 236
SSH login tool, Webmin, 212
SSH protocol, 145, 229–240
SSH Server module, Webmin, 207
SSH tunnelling, 246, 248, 307
ssh-keygen tool, 239
SSL (Secure Sockets Layer), 186
status displays, Webmin, 213
su command, 87, 92, 307
SuSE Linux distribution
filesystem, 64
hardware compatibility lists, 3
mount point naming, 117
YaST2 tool, 28, 167
swap partitions, 15
symlinks, 74–75
FollowSymLinks option, 178
linking files to be backed up, 256
symmetric key (see public key cryptography)
system administration, 103–155, 197–228
(see also remote administration; server administration)
automating routine tasks, 124–132
managing user accounts, 103–112
mounting and filesystems, 112–119
other graphical tools, 134–155
sending email, 132–134
system services, 119–124
System and Server Status module, Webmin, 213
System Group, Webmin, 203–204
system log file, 260
System Monitor, 154, 311
system services (see services)
system time, 211
System Tools package group, 26
System User screen, 30
SystemDrak tool, 28

T

tab completion, 95
tail command, 262, 307
taskbar, GNOME bottom panel as, 56
Telnet login tool, Webmin, 212
telnet protocol security issues, 21, 229
terminal commands (see command line operations)
Terminal Server Client, Fedora, 245
text editors
(see also gedit text editor)
gedit and Kate compared, 80
GUI based editors, 76
Kate text editor, 78
read-only files, 114
text file default permissions, 72
text mode installation, 31–53
text view, file permissions, 73
themes, customizing Webmin, 213
TightVNC viewer, 242
time measurement
at and Anacron utilities, 132
cron utility, 125
time zone setting, 21, 47, 211
Date/Time Properties tool and, 141
Time::ParseDate Perl module, 296
traffic monitoring command, 314
traffic monitoring, 264–266
(see also network traffic)
Tripwire integrity checker, 269–278
reports, 274–276
troubleshooting, 311–315

U

umount command, 114
unmount command, 307
up2date application, 214
up2date updating software, 214–228, 268
up2date updating tool (see yum)
user accounts
accessing the home directory, 70
adding to a user group, 108
adding with useradd, 110
configuring additional, 29
creating for Webmin, 200
creating with User Manager, 104
defining, HTTP configuration tool, 180
deleting, 108, 112
listing, 106
managing, 103–112
setting the root user, 22
synchronizing Linux and Webmin, 201
text-based installation, 52
Webmin Users and Groups tool, 204
user groups
adding with groupadd, 110
creating with User Manager, 107
defining, HTTP configuration tool, 180
deleting, 108, 112
groups file, httpd, 184
managing, 106–112
viewing with User Manager, 108
Webmin group access, 201
Webmin Users and Groups tool, 204
user interfaces
(see also command line operations; desktop environments)
Webmin tool, 197
User Manager tool, 104–108
adding user groups, 107
adding users to a group, 108
user accounts listing, 106
viewing user groups, 108
useradd command, 110, 308
userdel command, 112, 308
username skipping, PuTTY, 231
UTC (Coordinated Universal Time), 21, 47, 141

V
variables, shell script, 97
virtual hosts
defining with the HTTP configuration tool, 169
using SSL, 173
VNC protocol, 240–251
securing, with SSH tunnelling, 246
server setup, 240
viewers, 241–246
VNC server daemon, 247, 249

W
Web Server packages, Fedora, 25, 49
Web server, Apache (see Apache Web Server)
Web traffic analysis tool, 264
Webalizer Logfile Analysis tool, 207, 264–266
Webmin tool, 197–213
configuration and customization, 213
creating user accounts, 200
Hardware Group Modules, 210–211
installation, 198
interface, 201
Networking Group Modules, 208–209
Servers Group Modules, 204–208
System Group Modules, 203–204
Windows
(see also Samba)
apachectl tool and, 162
dual-boot installation and, 4
filesystem comparison, 62
PuTTY SSH client, 230
TightVNC viewer, 242
windows
GNOME desktop, 60
moving between workspaces, 57
working directories, 88
workspace switchers, 57
Workstation installation type, 10, 35
WU-FTP, 207
WWWBoard package vulnerability, 291–292

X
X Windows system, 52
xroot.sh example script, 115

Y
YaST2 tool, 28, 167
Yellow Dog Linux, 216
yum updating tool, 216–228, 308
cache cleanup, 227
installing Apache, 159
installing packages, 224
installing the VNC server daemon, 248
log file, 261
obtaining package descriptions, 227
Red Hat Network Alert Notifier and, 215
removing packages, 225
searching for packages, 222
security checks before using, 278
security update checks, 269
Tripwire installation, 269
updating single packages, 220

Z
zenity command, 258